**Core Java Notes**

**Jdk 1.8.0 download & install**

**Drive change:** C:/user/evvu(system name)>cd /d E:\java(folder name)

Go to my computer properties click on advance then click environment and path set **C:/program Files/java/jdk1.8.0\_144/bin** and click ok, ok, ok

**Cmd: E:\java>javac filename.java**

**E:\java>java class name**

**\*Type Conversion in case of any Expressions:**

short

byte int long float double

char

Any arithmetic expression these can be different types of values. Before the operator numeric type of value always is converted into another type implicitly:

**Float:** (long) 5 + 5;

res = 5 + 5 + 5.5 + 5.5

res = 10 + 5.5 + 5.5

res = 15.5 + 5.5

res = 20

**Double:**

**\*Variable\***

1. Variable are the name of memory location variable are also known as the container of the values.
2. Variable always be declared of any specific type.
3. Read and write are two operations for preformed on to the variable.
4. Variable are also the identifiers so, we have to follow the values of the naming the variables.

**Example: int x, y;**

**X= 5;**

**Y= 6;**

**\*Keyword\***

Keywords are the reserved words that always have their special meaning in java, these are **51 keywords** **and** **2 extra reserve words** that not a keyword in the current version of java.

|  |  |
| --- | --- |
| 1. **Data Type:**    1. byte    2. short    3. int    4. long    5. float    6. double    7. boolean | 1. **Control Statement:**     1. if    2. else    3. for    4. while    5. do    6. switch    7. case    8. default    9. continue |
| 1. **Access Specific:**     1. public    2. protected    3. private    4. static | 1. **Class / Object / Method:**    1. class    2. interface    3. enum    4. abstract    5. super    6. this    7. new    8. extends    9. implements    10. instanceof    11. void    12. return |
| 1. **Exception Handling:**    1. try    2. catch    3. finally    4. throw    5. throws | 1. **Package:**    1. package    2. import |
| 1. **Threading & i/o:**    1. synchronized    2. volatile | 1. **Debugging:**    1. Assest |
| 1. **reserved but value keyword:**    1. goto    2. count | 1. **reserved words for (constant):**    1. true    2. false    3. null |
|  |  |

**Note:-**

1. Keywords always be written in the small letter.
2. Keywords can never be word as the identifier.

**\*Operators\***

Operators are word to perform the operations depending upon the number of operands there are three types of operators:-

1. **Unary operators:** Always works on the single operand.
2. **Binary operators:** Always works on the two operands.
3. **Ternary Operators:**  Always works on the three operands.

**Type of operators based on type of operands-**

1. **Arithmetic Operators:** These are the binary operators and works upon the numeric type:

**‘ + ’ , ‘ - ’ , ‘ \* ’ , ‘ / ’ , ‘ % ’**

Each and every operation always have their priority and associational.

**Priority Operations Associational:**

|  |  |  |
| --- | --- | --- |
| **High** | \* , / , % | Left to Right |
| **Low** | + , - | Left to Right |

1. **Relational Operations:**  These are the binary operators and always used numeric values as operands (some operation can use a Boolean type also as the operand).

Relational operator always is Boolean type:

**‘ > ’ , ‘ < ’ , ‘ >= ’ , ‘ <= ’ , ‘ == ’ , ‘ != ’**

**Example:** Boolean b;

b = 5 >3;

System.out.println( b ); // true

1. **Logical Operation:** Operands of logical operator always be the Boolean type:

**Binary:** 1. && (AND)

2. (OR)

**Unary:** ! (NOT)

|  |  |  |
| --- | --- | --- |
| **Operand 1** | **Operand 2** | **Result** |
|  |  | && OR |
| T | T | T T |
| T | F | F T |
| F | T | F T |
| F | F | F F |

**Example:** Boolean b;

b = 5 > 6 && 3 < 5;

System.out.println ( b ); // False

1. **Increment / Decrement Operator:**

**Pre :** ++x , --x;

**Post:** x++ , x--;

int x , y;

x= 5;

y= x++;

System.out.println ( x ); // 6

System.out.println ( y ); // 6

**\*JVM (Java Virtual Machine)\***

JVM is an abstract computing machine that enables a computer to run a java program.

**There are three nations of JVM:**

1. Specification.
2. Implementation.
3. Instance.
4. **Specification:** A specification is a document that formally describes what is requirement of JVM implementation. Having a single specification ensure all implementation are interoperable.
5. **Implementation:** A JVM implementation is a computer program that meets the requirement of the JVM specification.
6. **Instance:** An instance of a JVM implementation is an implementation running in a process that executed computer program complied into byte code.

**Byte Code**

**App / Software**

**JVM**

**Window**

**Hard**
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JVM is an implementation running in a process that executes a computer program compiled into java byte code.

It is a specification that provide runtime environment in which java byte code can be executed.

**\*JRE (Java Runtime Environment):**

1) Implementation of JVM (hotspot virtual machine).

2) Library.

**\*JDK (JSE Development Kit):**

The Java Development Kit (JDK) is a software development environment used for developing Java applications and applets. JDK includes JRE and Development Tools.
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**1) Development Tools:** It used for create and build applications

2) JRE32

**Note :**  JSE (Java Standard Edition)

1. int x, y;

x= 5;

y= x++ **+** ++x **+** x++;

System.out.println( x ); //8

System.out.println( y ); //19

1. int x, y, z;

x= 5;

y= 6;

boolean b= ++x < y **&&** y++ == x;

System.out.println( x ); // 6

System.out.println( y ); // 6

System.out.println( b ); // false

**\*JIT (Just In Time):**

Byte code converts to OS.

JIT is 3rd type language:

1. A part from compiler & interpreter.
2. It is the combination of compiler & interpreter.
3. The working of JIT as follows:

**Whenever any method is invoked 1st time JIT converts its instruction into the native code (assembly of OS) from the byte code and stored into the temporary cache area within the JVM in the main memory (RAM).**

Whenever the same method is invoked again then JIT picks up their converted instruction from the cache and provided to the OS for the execution.

**JVM Diagram:** Byte code

**Main()**

M1()

-----------

1.1 1.6 1.5

M1()

-----------

1.2

1.3

**cache**

1.4 1.7

**OS**

* 1. 1st time m1 method invoked.
  2. Conversion of the instruction one by one and stored into the cache and provide to the OS for execution.
  3. 1.2
  4. 1.2
  5. Conversion and execution completed and control returned into the main method.
  6. M1 method called again.
  7. Converted instructions picked up cache & provide to the OS for execution.

**This is the working JIT.**

**Note:** In java native code (executable code) can never be visible. Because it always be produce runtime.

**\* OOP’s (Object Oriented Programming)\***

Object Oriented is the methodology to develop any program in any programming language that follow the concept of oop’s.

In this methodology the programming solution of any real world problem can be easily implemented, same as the real world solution.

**The benefits of object oriented methodology:-**

Developers can easily map the real world problems to the programming solution easy development.

The development change & manipulation upon easy as each & everything is a separate unit that is object.

In the object oriented programming, the programming implementation of the real world problem completely around the object.

The concepts of object oriented methodology are prepared from the real world.

Any programming language that follows the concept of oop’s will be considered as the object oriented programming language: such as C++, java, dot (.)net, php etc.

**Concepts of object oriented programming:-**

1. Class & Object
2. Encapsulation & Abstraction
3. Inheritance & Polymorphism

Depending upon the implementation of the above concept further the programming language can be categorized as follows:

1. **Object based programming** language concept of classes & objects exist encapsulation & abstraction also exist but no inheritance & polymorphism

**Example: a.** java script

**b.** VB

1. **Object oriented programming** language:

All concept of OOP’s but that other concepts also can be existed, such as primitive data types, function without class.

Pure object oriented programming language:-

All the programming concepts are available in form of objects. Even number primitive data types

Example**:** small talk.

**\*Class & Objects\***

1. **Classes:**

Class is the categorization of objects.

Class is the definition of the object.

Class is the logical (conceptual) representation of the object

as the definition in the class there are the properties & behaviors of object desired.

1. **Object:**

Object is the physical representation of anything.

Object is the implementation of the class.

Object is the thing that can for ------- their output (result) by their behavior.

Object has Properties & behaviors.

* + - 1. **Property:**

Property of object is used to make the state the object.

Example: color, price, model of a car.

Color of my car is red.

Color is property and red is value of the property.

When we assign the values in the properties of object then the state of object will be prepared.

* + - 1. **Behavior:**

Behavior is the working of the object that means behavior is functionality of the object.

Keyword Identifier

class <class name >

{

Variable declarations

Method declaration

}

1. **Java standard:** Class name start caps letter, $ but not number
2. **Library define:** S caps of String in main method and System.out.println

**Note:**  main method call JVM

System.out.println()

Object method

class Test

{

public static void main(String arg[])

{

int x, y, z;

x= 5;

y= 6;

z= x+y;

System.out.println(“z: ” +z);

}

}

Where same operator like: z= x+y;

System.out.println(“z: ” +z);

Then +z “+” is constant, it’s not user define

There is method overloading.

**\*Encapsulation\***

When affect property from behaviors it’s known as encapsulation.

**“**Properties of the object affected by it behaviors are known as the encapsulation.**”**

**OR**

**“**Wrapping up the data and behaviors in the single unite is known as the encapsulation.**”**

**In the above definition:**

**Unit:** is the object.

**Data:** properties of object.

**Behaviors:** functionality of the object.

**Example:**

1. Written behaviors of the pen will affect the ink property.
2. Eating the nutritive food will increase the calories human body**.**

**\*Abstraction\***

Abstraction means the hiding the complexities and opens up the required user interface.

Abstraction always says that what will be the outcome of any behaviors of any product just we need to know.

How the outcome of a behaviors of product is generated need not to know.

**Example:**

1. After eating the nutritive food the calories will be increased we know it, but how those calories generated in the human body we it don’t know.

**Programming implementation of class and object:**

**class:**  keyword is used to declare the any class.

**Syntax:**

Identifier

class <class name>

{

Variable declaration; (properties of object)

Method declaration (behavior of object)

}

**Variables:** variable are the memory location.

1. Valued type variable
2. Reference type variable

**But only reference type variable used in java always**

**Program: 1**

class Student

{

int roll no, marks;

char grade;

void admission(int r)

{

roll no= r;

System.out.println(roll no+ “She enroll”);

}

void exam(int m)

{

marks=m;

System.out.println(roll no+ “got the ” +marks+ “marks”);

if(marks>80)

grade=’A’;

else

if(marks>=60)

grade=’B’;

else

if(marks>=40)

grade=’C’;

else

grade=’D’;

}

void report()

{

System.out.println(“Roll no: ”+roll no);

System.out.println(“Marks: ”+marks);

System.out.println(“Grade: ”+grade);

}

}

**new keywords:** new keyword is used create the object in java.

**Syntax:**

new <class name>();

**example:**

new Student();

After the creation of object we have to store its reference id (Processed address) in our program to use at object.

In java objects are not the value type whether they are reference type.

**Reference variable:** reference variable always the class type variables that are used to store the reference id of the object.

Declaration of reference variable as follow:

Student st1, st2;

St1, st2: reference variable

new keyword always creates the new object and returns their reference id that we can store reference variable.

Without storing the reference id in the reference variable we can never use object further.

**Example:**

Student st1;

1.3

St1= new Student();

1.4 1.1 1.2

Roll no()

Marks()

Grade()

* 1. new object created
  2. reference id returned
  3. reference id copied into st1 variable
  4. object reference by st1 variable

st1.addmission();

**. (dot) :** association

**Main Method class creates of program 1:**

class School

{

public static void main(String s[])

{

Student st1;

st1= new Student();

st1.addmission(101);

st1.exam(85);

st1.report();

} }

**Output:**

101 she enroll

101 got the 85

Roll no: 101

Marks: 85

Grade: A

**\*Command Line Argument:**

1. Command line argument is the way to get the values at the runtime from side JVM in the argument of the main method.
2. All the command line argument separated by the space.
3. Any number of command line argument begin pass in argument main method.
4. All the command line argument always is in the form of string.

**Java Test ABC XYZ MNO**

**Secondary Memory**

1. 2.  **JVM** 5.

------

3.

4. **Test class**

public static void main(------)

{

---------------

}

}

**String[] Test class**

0 6.

1

2

1. JVM started.
2. Name of the class provided to the JVM.
3. Class loaded by the JVM from the secondary memory.
4. Array of the type string created with the size equal to the no. of argument.
5. Command line values are copy into the array.
6. Main method invoked and array is passed in the argument.

**Note:** The pattern of using the array in java is say as in the C language but create of array is different on the C.

class Test

{

public static void main(String s[])

{

for(i=0; i>s.length; i++ )

System.out.println( s[i] );

}

}

Command line java Test ABC XYZ MNO

**OUTPUT:**

ABC

XYZ

MNO

**Assignment:**

**class Employee**

**properties: code, salary, tax, netsalary**

**behaviours:**

**- void join (int c)**

**To set the code**

**- void taxcalc ( )**

**To calculate the tax**

**10% of the salary**

**netsalary= salary-tax**

**- void report ( )**

**To show the values**

**Program-2:**

**Class 1**

class Employee

{

int code, salary, tax, netsalary;

void join( int c )

{

code= c;

System.out.println(“Employee Code: ” +code);

}

void taxcalc( int s )

{

salary= s;

tax= salary \* 10/100;

netsalary= salary-tax;

System.out.println(“Employee Netsalary: ” +natsalry);

}

void report( )

{

System.out.println(“Code: ” +code);

System.out.println(“Salary: ” +salary);

System.out.println(“Tax: ” +tax);

System.out.println(“Netsalary: ” +netsalary)

}

}

**Class 2 main method**

class Org

{

Public static void main(String s[]) **// s variable of array**

{

Employee e1, e2; **// two variable create e1 and e2**

e1= new Employee; **// Object perform behaviors**

e2= new Employee;

e1.join(101);

e2.join(102);

e1.taxcalc(30000);

e2. taxcalc(5000);

e1.report();

e2. report();

}

}

**OUTPUT:**

Employee Code: 101

Employee Code: 102

Employee Netsalary: 27000

Employee Netsalary: 4500

Code: 101

Salary: 30000

Tax: 3000

Netsalary: 27000

Code: 102

Salary: 5000

Tax: 500

Netsalary: 4500

**Reference id:** reference id of any one object can be stored in the more than one reference variables.

**Changes in the main method:**

class report

{

Public static void main(String s[])

{

Student st1, st2;

st1= new student();

st2=st1;

st1.addmission(101);

st2.exam(85);

st1.report( );

}

}

In property of the object there are always default values.

In java this no garbage values in any variable.

|  |  |
| --- | --- |
| **Data Types** | **Default Values** |
| **Primitive:**   * Numeric[byte, short, int, long, float, double, char ] * Non-numeric[boolean] | 0  False |
| Reference variable | Null |

**Practice Code:**

class Book

{

int code, price;

boolean status;

void setBook(int c, int p)

{

code=c;

price=p;

status=true;

System.out.println(code+ " book registered successfuul");

}

void issueBook()

{

if(status)

{

System.out.println("Book issued successfuul");

status=false;

return;

}

System.out.println( "Book already successfuul");

}

void returnBook()

{

if(!status)

{

System.out.println("Book returned successfuul");

status=true;

return;

}

System.out.println("Book is already available");

}

void report()

{

System.out.println("Code: " +code);

System.out.println("Price: " +price);

if(status)

{

System.out.println("Status: Avialable");

}

else

System.out.println("Status: Issued");

}

}

}

class Library

{

public static void main(String s[])

{

Book b;

b= new Book();

b.setbook(102, 1000);

b.issuebook();

b.returnbook();

b.report();

}

}

In one reference variable we can store the reference id of only one object.

If any reference variable already has the reference id of any object then we assign the reference id of previous object will be overridden in the reference variable.

class Library

{

Public static void main(String s[])

{

Book b1;

b1= new Book();

b1.setBook(101, 550);

b1.new Book();

}

}

In the execution of the above program the list object becomes the unreferenced object.

Unreferenced object is the object whose reference id is not stored in any reference variable in the program.

That means if any object is not referenced id by any reference variable that object will be known as the unreferenced object.

Garbage collector is the utility in the JVM which is responsible to destroy all the unreferenced objects from the memory.

During the execution of any program garbage collector automatically invoked timely destroy the unreferenced object.

We can never get the reference ID or unreferenced object again in our program.

**\*There are the main calling bases in which any object can be the unreferenced.**

**1)** As discuss in last program.

**2)** Creating the anonymous object.

new Book();

**3)** Storing the null value explicitly in the reference variable.

Book b1;

b1= new Book();

b1= null;

In any reference variable we can store two types of values:

1. Either the reference ID of any object.
2. null value

**4)** Storing the reference ID of object in the local reference variable.

**\*Memory architecture of JVM:**

When the JVM loaded in the main memory for the execution of the program it always prepared the memory in the five different reasons. In which the program and it components will be resides.

**\*There are five memory reasons in the JVM:**

**Native area**

**Stack area**

**Heap area**

**Class / method area**

**PC registration**

1. **class / method area:** All the dot(.) class file / white code of the classes always be stored in this area.

That means whenever the execution of any class is required in the program when JVM always loads white code of that class from secondary storage to this area.

In this area for the separate classes the separate blogs will be created.

**Class area**

**class A class B class N**

Byte code ---------------------------------------------------

Memory for static variables

Byte code ---------------------------------------------------

Memory for static variables

Byte code ---------------------------------------------------

Memory for static variables

---------------- -------------------------

-------------- -------------------------

1. **Heap area:** All the objects always be created in this area that means whenever create object with new keywords it always be created in this area.

**Heap area**

Objects

**Note:** there is only one class area and one heap area in the JVM which is shared by all the threads running under the JVM.

1. **Stack area:** stack area is used in the support of any method execution that means whenever any method is called immediately new frame is created in the stack for the execution of the method. In the frame of the method the code of method never be copied rather in that frame the memory to the local variable of the method will be allocated.

As the execution method completed that immoderately the frame of the method destroy stack and all the local variable also destroy from the stack.

In the frame of method the instruction pointer will also be maintained to point the instruction of the method in the class area that is to be executed.

Method calls local variable.

**Stack area**

Code

Price

IP

Heap

`

frames

setBook()

s

b1 110

IP

memory to local

variable of main()

stack

1. **Native area:** native area in this area native code always be placed for the execution.

Through the native code the functions native languages such as- C, C++, perl etc can be invoked.

In java native code always be written within the help of (native keyword) and JNI( Java Native Interfaces).

JNI is one of library java.

With the help of native code JVM always interact with the OS.

1. **PC registration (Program counter register):** This is the smallest area in which always the next instruction loaded that is to be executed.

**Changes in the Library class:**

class Library

{

public static void main(String s[])

{

System.out.println(“Welcome in the main”);

m1(); //calling the m1 method

**1.** System.out.println(“Thank You”);

}

Static void m1()

{

**2.** Book b1;

b1= new Book();

b1.setBook(102, 1000);

**3.** b1.report();

}

}

**heap**

b1 110

**2.2** object of book

m1() **4.** **5.**

1. m1 method is called and new frame created in the stack and memory to the local variable (b1) assigned in the frame.

**2.1** new keyword encounters to create object.

**2.2** object is create and referenced by b1.

**3.** m1 method finished and control is returned into the main.

**4.**  frame is destroyed and local variable also the destroyed.

**5.** object become in reference.

In java we can never compare that two objects according to their data by using any built in operators.

But we can compare the reference variables, in that case only the reference id will be compared.

class Library

{

Public static void main(String s[])

{

Book b1, b2;

b1= new Book();

b2= new Book();

b1.setBook(101, 550);

b2.setBook(101, 550);

System.out.println(b1==b2); **//false**

Book b3;

b3=b1;

System.out.println(b1==b3); **//true**

}

}

In order to compare the two objects according to their data we have to make extra programming efforts.

Creating and extra method in the book class

class Book

{

int code, price;

boolean status;

void setBook(int c, int p)

{

code=c;

price=p;

status=true;

System.out.println(code+ " book registered successfuul");

}

void issueBook()

{

if(status)

{

System.out.println("Book issued successfuul");

status=false;

return;

}

System.out.println( "Book already successfuul");

}

void returnBook()

{

if(!status)

{

System.out.println("Book returned successfuul");

status=true;

return;

}

System.out.println("Book is already available");

}

void report()

{

System.out.println("Code: " +code);

System.out.println("Price: " +price);

if(status)

{

System.out.println("Status: Avialable");

}

else

System.out.println("Status: Issued");

}

boolean compare(Book b)

{

boolean res= code==b.code && price==b.price && status==b.status;

Return(res);

}

}

class Library

{

public static void main(String s[])

{

Book b1, b2;

b1= new Book();

b2= new Book();

b1.setBook(101, 550);

b2.setBook(101, 550);

System.out.println(b1==b2); **//false**

System.out.println(b1.compare(b2));

}

}

**Heap**

**110**

b 220

**3.2**

**3.1** compare()

b1 110

b2 220

**2. 220**

main()

**1.** **stack**

java Library(command in doc)

**3.1** b=b2(internal code)

110 and 220 are reference id of object

**\*Format of the reference id:** The reference ids of object always have the following syntax:

**ClassName@hexadecimalValue**

**hexadecimalValue:** always the generated by the actual address of the object.

class Library

{

Public static void main(String s[])

{

Book b1, b2;

b1=new Book();

b2=new Book();

System.out.println(b1);

System.out.println(b2);

}

}

**OUTPUT:**

Book@15db9742

Book@6d06d69c

At a time of calling of any method in the argument we can call another method but the return type of argument method must be same with the argument of the method.

boolean compare(Book b)

{

}

**We are written this code both type**

boolean res= code==b.code && price==b.price && status==b.status;

Return(res);

**OR**

return(code==b.code && price==b.price && status==b.status);

**code:** stored b1 value

**b.code:**  stored b2 value

and same price & status

**b1: b2:**

code:101 code:101

price: 550 price: 550

status: true status: true

So return print: true because b1 & b2 is equal

**\*Keywords:**

**‘this’ keyword:** In the behavior of any object ‘this’ keyword always use to get the reference id of current object.

**OR**

‘this’ keyword provide the reference id of the current object in the method of object.

Within the method (behavior) of the object the properties and another behaviors of the same class always we use by ‘this’ keyword implicitly.

Compiler automatically placed ‘this’ keyword within the properties of the same class.

class Book

{

int code, price;

boolean status;

void setBook(int c, int p)

{

this.code=c;

this.price=p;

this.status=true;

this.report();

System.out.println(this);

}

void issueBook()

{

if(status)

{

System.out.println("Book issued successfuul");

status=false;

return;

}

System.out.println( "Book already successfuul");

}

void returnBook()

{

if(!status)

{

System.out.println("Book returned successfuul");

status=true;

return;

}

System.out.println("Book is already available");

}

void report()

{

System.out.println("Code: " +code);

System.out.println("Price: " +price);

if(status)

{

System.out.println("Status: Available");

}

else

System.out.println("Status: Issued");

}

}

class Library

{

public static void main(String s[])

{

Book b1, b2;

b1= new Book();

b2= new Book();

b1.setBook(101, 550);

System.out.println(b1);

System.out.println(b2);

}

}

**OUTPUT:**

Code: 101

Price: 550

Status: Available

Book@15db9742

Book@15db9742

Book@6d06d69c

**There are two main practical uses of ‘this’ keyword:**

1. Implicit use: as discussed in previous program.
2. Explicit use: data shadowing

**Data shadowing:** When the name of the local variable and the instance variable (properties) are same then it will be known as the data shadowing.

The property of local variable will always be hire then the instance variable properties.

If we want to use the instance variable by skipping the local variable when we have to use ‘this’ keyword explicitly

void setBook(int code, int p)

{

this.code= code;

price= p;

status= true;

}

// same method

When any method is invoked by the reference variable then the reference variable itself passed as an extra argument and in the signature of the method an extra parameter with name this will be available.

void setBook(int code, int p, Book this)

{

this.code= code;

price= p;

status= true;

}

class Library

{

public static void main(String s[])

{

Book b1, b2;

b1= new Book();

b2= new Book();

b1.setBook(101, 550, );

b2.setBook(102, 600);

}

}

**OUTPUT:**

**Pending**

**‘static’ keyword:**  static keyword can be used with the variables, methods and within the nested class (class within class).

‘static’ keyword makes the member of class (properties and behaviors) or the class itself that means not for the object.

In any class there can be always two types of properties and behaviors.

**Members of class**

static non-static(instance)

properties behaviors properties behaviors

1. **static member:** static member never the accessed with the object rather they always we used with class name.
2. **non-static member:** non-static member are actually members of the object and can never be accessed without the object (reference id of object).

class sample

{

static int x;

int y;

void m1()

{

}

static void main()

{

}

}

**Static variable:**

* These are also known as the class variable.
* Always the declared at the class level not at the local level.

class Test

{

static int x;

void m1()

{

Static int a; **//error**

}

}

That means static keyword can never be used within any method.

* static variable also have the defaults values like the non-static variables.
* static variable always the created in the class area within the JVM.
* Only single copy of the static variable will be created in the memory.

**OR**

Within the JVM static variables always gets the single time memory.

At the time of class loading static variable gets the memory.

* Within the same class static variable can be used in any method directly but outside the class static variable always be used by the class name.

**Example:**

class Test

{

static int x;

int y;

void m1(int val)

{

x= x+val;

y= val;

}

void show()

{

System.out.println(“Y: ”+y);

}

}

class StaticTest

{

Public static void main(String s[])

{ Test t1, t2;

t1= new Test();

t2= new Test();

t1.m1(55);

t2.m2(65);

t1.show();

t2.show();

System.out.println(“Value of x: ”+Test.x);

}

}

**class area**

**class Test class static Test**

Byte code

-------------------------

--------------------------------------------------------------------------------------------------------

Byte code

Static int x

--------------------------------------------------

x

120

**stack** **Heap**

**110**

55

t1

t2

110

220

**220**

65

main()

**call by t1**

default value of x= 0

val=55

methos m1():

x= x+ val

x= 0+ 55

now, x= 55 its value store in class area because x is static variable so x is common

y= val

y= 55

y is non-static so its value stored in heap area

**call by t2**

x= 55

val=65

methos m1():

x= x+ val

x= 55+ 65

now, x= 012 its value store in class area because x is static variable so x is common

y= val

y= 65

y is non-static so its value stored in heap area

**NOTE:**

static variables always be accessed by the class name outside the class.

Opticianry, we can always use the static variable by the reference variable but compiler automatically change the reference variable in the class name.

**Changes in main method:**

System.out.println(“value of x: ” +t1.x); //Test.x

**Test.x -**  written by the complier in the white code.

**Static method:** Static methods are also known as the class method.

* Outside the class they always be invoked by the class name.
* In the static method we cannot use this keyword.
* In the static method we can use the static member of the same class directly but non-static members either of the same class we always be used by reference id of the object.

**Example:**

class Test

{

static int x;

int y;

static void m1(int val)

{

x= x+val;

y= val; //error

show(); //error

}

void show( )

{

System.out.println(“y: ” +y);

}

}

**Static method always called by class name.**

**NOTE:**

**Q.1 Within the static method we can never use the non-static members directly, why?**

**Ans.** static methods never be invoked by the object rather they always be invoked by the class name. So reference id of any object is not available in the static method implicitly.

**Q.2 In the non-static method we can use the static members directly, why?**

**Ans.**  static member are the class members and only one copy of static members are created in the class area so there is no confusion to the JVM about the accessing of the static members.

**Q.3 How we can get reference id of object in the static method?**

**Ans.** There are number of ways to get the reference id of object in the static method but two common ways as follows:

**1). First way -** Taking the reference id in the argument of the method.

**2). Second way -** Creating the object by new keyword get the reference id of the object.

**First way-** changes in m1() method

class Test

{

static int x;

int y;

static void m1(Test t, int val)

{

x= x+ val;

t.y= val;

t.show( );

}

void show( )

{

System.ot.println(“Y: ” +y);

}

}

class Student

{

// SAME//

public static void main( String s[] )

{

Test t1, t2;

t1= new Test( );

t2= new Test( );

Test.m1( t1, 50 );

}

}
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**Second way-** changes in m1() method

class Test

{

static int x;

int y;

static void m1(Test t, int val)

{

x= x+ val;

Test t= new Test();

t.y= val;

t.show( );

}

void show( )

{

System.ot.println(“Y: ” +y);

}

}

class Student

{

// SAME//

public static void main( String s[] )

{

Test t1, t2;

t1= new Test( );

t2= new Test( );

Test.m1( t1, 50 );

}

}

**Practice Code**

**1.**

class Salesman

{

int id, nos, netsal, commission;

static int totalsale;

void join (int id)

{

this.id= id;

}

void dosale (int amt)

{

netsal= netsal + amt;

System.out.println(“Sale of ”+id “salesman is ” +amt );

nos++;

}

void totalSalecalc ( )

{

totalsale = totalsale +netsal;

}  
 void report ( )

{

System.out.println(“\nID: ”+id);

System.out.println(“Net sales: ”+netsal);

System.out.println(“No. of sales: ”+nos);

}

void commcalc ( )

{

commission=(int)(netsal\*0.1);

}

static void show totalesal ( )

{

System.out.println(“Total sales: ”+totalsal);

}

}

class Company

{

static int totalcomm;

public static void main( String s[] );

{

Salesman s1, s2;

s1= new Salesman();

s2= new Salesman();

s1.join(111);

s2.join(222);

s1.dosale(10000);

s2.dosale(20000);

s1.dosale(15000);

s2.dosale(20000);

s1.totalSalecalc();

s2.totalSalecalc();

s1.commcalc();

s2.commcalc();

System.out.println(“Report of first salesman: ”);

s1.report();

System.out.println(“Report of second salesman: ”);

s2.report();

totalcomm= totalcomm + s1.commision;

totalcomm= totalcomm + s2.commision;

System.out.println(“\nTotal sales: ” +Salesman.totalSale);

System.out.println(“Total commision: ” +totalcomm);

}

}

**2.**

class Employee

{

int code, salary;

static int totalEmp;

void set(int code, int salary, Department d);

{

this.code= code;

this.salary= salary;

d.join();

totalEmp++;

}

void report( );

{

System.out.println(“\nCode: ”+code);

System.out.println(“Salary: ”+salary);

}

}

class Department

{

int code, count;

void set( int code );

{

this.code= code;

}

void join( );

{

count++;

}

void report( );

{

System.out.println(“\nDepartment code: ”+code);

System.out.println(“Number of employee: ”+count);

}

}

class Company

{

static int totalsalary;

static void newEmployee( Employee e );

{

totalsalary= totalsalary + e.salary;

}

public static void main( String s[] );

{

Department d1, d2;

d1= new Department();

d1.set( 123 );

d2= new Department();

d2.set( 456 );

Employee e1, e2, e3;

e1= new Employee();

e2= new Employee();

e3= new Employee();

e1.set(101, 20000, d1);

e2.set(102, 30000, d1);

e3.set(103, 25000, d2);

newEmployee(e1);

newEmployee(e2);

newEmployee(e3);

d1.report();

d2.report();

e1.report();

e2.report();

e3.report();

System.out.println(“\nTotal Employees: ”+Employee.totalEmp);

System.out.println(“Total salary: ”+totalsalary);

}

}

**\*Constructor\***

constructor is the special type of method that is used to initialize the object.

**Characteristics:**

* 1. Name of constructor always be same as the class name.
  2. Constructors never have any return type.
  3. Constructors are automatically invoked then the object of the class is created.
  4. We can use this keyword in the constructor.
  5. Constructor always be the non-static member of the class that means they never be the static.

class Test

{

int x;

Test() **// constructor**

{

System.out.println(“Constructor of the Test class”);

x= 20;

}

void show()

{

System.out.println(“Value of x= ” +x);

}

public static void mains( String s[] )

{

Test t;

System.out.println(“Welcome in main”);

t= new Test();

t.show();

}

}

**Object initialization:** objectinitialization means not to assign the default values in the properties of object rather to assign the real word data values in the properties of the object.

* In the object initialization it is not necessary to assign the values in all the properties rather to properties rather to assign the values in some selected properties.

**Types of constructor:**  There are two types of constructor-

* 1. **Default constructor:**  They are also known as the no argument constructor.

class Test

{

int x;

Test()

{

System.out.println(“Constructor of the Test class”);

x= 20;

}

void show()

{

System.out.println(“Value of x= ” +x);

}

public static void main( String s[] )

{

Test t;

System.out.println(“Welcome in main”);

t= new Test();

t.show();

}

}

* 1. **Parameterized constructor:** In this type of constructor there is always the specified argument list. At the time of object creation we have to pass the value or these arguments.

class Test

{

int x;

Test( int val )

{

System.out.println(“Constructor of the Test class”);

x= val;

}

void show()

{

System.out.println(“Value of x= ” +x);

}

public static void main( String s[] )

{

Test t;

System.out.println(“Welcome in main”);

t= new Test( 10 );

t.show();

}

}

**Important Note:**

* If programmer does not write any constructor in the class then compiler provides the default constructor in the dot( . ) class file.
* If programmers write any constructor in the class then compiler never provides the default constructor.

**Javap tool:** This tools of the JDK is use to list out the members (variables, methods and constructors) of the class.

javap tool always works upon the .(dot) class file.

javap Test

**Constructor Overloading:** If in any class area more than one constructor then it will be known as the constructor overloading.

The constructor can be overloaded in the following two ways:

* 1. By changing the number of arguments.
  2. By changing the type of arguments.
  3. constructor overloading by changing the number of arguments:

class Area

{

int x, y, z, res, type;

Area (int x)

{

this.x= x;

type= 1;

}

Area (int x, int y)

{

this.x= x;

this.y= y;

type= 2;

}

Area (int x, int y, int z)

{

this.x= x;

this.y= y;

this.z= z;

type= 3;

}

void calc( )

{

if(type==1);

{

res= x\*x;

}

if(type==2);

{

res= x\*y;

}

if(type==3);

{

int s= ( x+y+z)/2;

res= (int) (Math.sqrt(s\*(s-x)\*(s-y)\*(s-z)));

}

}

void show( )

{

if(type==1);

{

System.out.println(“Area of square: ”+res);

}

if(type==2);

{

System.out.println(“Area of rect: ”+res);

}

if(type==3);

{

System.out.println(“Area of triangle: ”+res);

}

}

public static void main( String s[] )

{

Area sqr, rec, tri;

sqr= new Area( 5 );

rec= new Area( 5, 6 );

tri= new Area( 5, 6,7 );

sqr.calc( );

rec. calc( );

tri. calc( );

sqr.show( );

rec. show( );

tri. show( );

}

}

class in the java library

**Math.sqrt()**

Static method in the math class

sqrt() method is used to calculate the square root of any argument value.

**public static double sqrt(double value)**

* 1. constructor overloading by changing the type of arguments

class Test

{

Test (float f)

{

System.out.println(“First constructor”);

}

Test (int x)

{

System.out.println(“Second constructor”);

}

public static void main(String s[])

{

New Test(5.5 f);

New Test(55);

New Test(‘A’);

}

}

First of all exact match will be search if not found then nearest implicit conversion will be application.

**Constructor overloading on the bases of type of arguments with more than one argument:**

class Test

{

Test (int x, float ft)

{

System.out.println(“First Constructor”);

}

Test (char x, float ft)

{

System.out.println(“Second Constructor”);

}

public static void main(String s[])

{

new Test( 5, 5.5f );

new Test( ‘A’, 5.5f );

new Test( 5, 5 );

new Test( 5.5f, 5.5f ); **// compilation error**

new Test( ‘A’, ‘A’ );

}

}

When there are more than one argument in the overloaded constructor then first of all exact match will be searched, if not found then,

**Step 1:** The constructor will be selected that can accept the parameter passed in the object creation.

**Step 2:** After the first step the suitable constructor will be search for the individual arguments.

**Step 3:** If for the individual argument with suitable constructor will be same then it will be invoked.

If for individual arguments the suitable constructor are different then compilation error will be generated as “**Ambiguous calling**” of the constructor.

**Note:**  Above step will be applicable in the constructor overloading based on type of argument with more than one argument.

**Change the above program:**

class Test

{

Test (int x, float ft)

{

System.out.println(“First Constructor”);

}

Test (float ft , char x)

{

System.out.println(“Second Constructor”);

}

public static void main(String s[])

{

new Test( ‘A’, ‘A’ );  **// compilation error**

}

}

**Copy Constructor:** Copy constructor also known as parameterized constructor.

In the argument of the copy constructor the reference id of the same type of object will be received.

**Purpose of Copy Constructor:** Purpose of copy constructor is to initialization the properties of one object with the properties of another object.

**Example:**

class Test

{

int x, y;

Test ( int x, int y )

{

this.x= x;

this.y= y;

System.out.println(“Object created with first constructor”);

}

Test ( Test t )

{

this.x= t.x;

this.y= t.y;

System.out.println(“Object created with copy constructor”);

}

void show ( )

{

System.out.println( “\nx: ”+x );

System.out.println( “y: ”+y );

}

public static void main(String s[])

{

Test t1, t2;

t1= new Test(5, 6);

t2= new Test(t1);

t1.show( );

t2.show( );

}

}

**Understanding the flow of main method:**

Test t1= new Test(5, 6); **1.0**  110 Test(int x, int y)

**1.1** {

**1.3** this.x= x; this 110

**1.2** this.y= y;

}

Test t2= new Test(t1); **2.0** 220 Test(Test t )

**2.1** {

**2.3** this.x= t.x; this 220

**2.2** this.y= t.y; this 110

}

1. First object created.

**1.1** Constructor invoked.

**1.2** Values are copied in the properties of object.

**1.3** Reference id of object returned.

**2.0** Second object created and reference id of first object in passed the argument of constructor.

**2.1** Constructor invoked.

**2.2** values are copied in the properties of the object from the properties of first object.

**2.3** Reference id of second object returned.

**Q.1 What happen of we write the return type before the constructor?**

**Ans.** There will not be any error rather the constructor will be considered as a normal method.

class Test

{

int x, y;

void Test(int x, int y) //normal method

{

this.x= x;

this.y= y;

}

void show( )

{

System.out.println(“/n x: ”+x);

System.out.println(“y: ”+y);

}

public static void main( String s[] )

{

Test t1= new Test( 5,6 ); **//compilation error**

Test t2= new Test( );

t1.Test( 5,6 );

}

}

**Q.2 Why we can not specify the return type of the constructor?**

**Ans.** Because all the constructor always have here implicit return type through which JVM returns the reference id of the object that’s why they cannot be used define return type.

**Q.3 Why compiler provide the default constructor in our class?**

**Ans.** To return the reference id of the object

Test Test(int x, int y )

{

Compiler this.x= x;

generate this.y= y;

code in the

.class file return (this);

}

**Q.4 Does the constructor provide the default values in the properties of the object?**

**Ans.** This is not the responsibility of the constructor rather just after the object creations JVM assign the default value in the properties of object.

class Test

{

int x= getx();

Test( )

{

System.out.println( “\n Constructor invoked ” );

}

int getx()

{

System.out.println( “\n getx( ) invoked” );

System.out.println( “Value of x : ” +x );

return( 5 );

}

public static void main ( String s[] )

{

Test t1= new Test( );

}

}

**Access Specifiers:** Access specifiers are also known as the access modifier.

The purpose of access specifier is to set the accessibility class and its members within the program.

**There are four types of accessibility of member of the class:**

1. Private
2. Default
3. Protective
4. Public
5. **Private:** If any member of any class has the private access specifiers then that member can only the accessed within the same class.
6. **Default:** If any member of any class has the default access specifier can be accessed within the same class or in any other class of the same package.

* Package is the collection of the classes.
* Multiple packages can be used in any program.
* If we do not specifier any access specifier then the default specifies with work.
* Till now all the classes that we have created were in the same package.

1. **Protected:** If any member of any class has the protected access specifier then it can be used in any class of the same package and in the child class in any other package.
2. **Public:** It provides the universal accessibility that means public member can be accessed in any class in any package.

**Note:**

* Any class can only be the public or default but the nested class can be having any access specifier.
* All the members of the class and the class itself always have the **“default”** access specifier by default.
* Without knowing package creation we can only test the private and default access specifier.
* private, protected and public are the keywords and where none of these are present then default access specifier will work.
* Access specifier can always be used member of the class either static member or non-static member.
* Within the method there is no concept off access specifier that means with the local variables we can never use any access specifier.

class Test

{

private static int x;

static int y;

private int a;

int b;

static void m1()

{

System.out.println(“In the m1”);

x=10;

y=20;

}

Static private void m2()

{

System.out.println(“In the m2”);

}

void m3()

{

System.out.println(“In the m3”);

a=30;

b=40;

}

private void m4()

{

System.out.println(“In the m4”);

}

public static void main(String s[])

{

m1();

m2();

Test t= new Test();

t.m3();

t.m4();

}

}

**Static:** Access Modifier.

**private, public, protected:** Access modifier/ Access Specifier.

**OR**

class Demo

{

public static void main( String s[] )

{

Test.m1();

Test t= new Test();

t.m3();

t.m4(); //error

Test.x= 10; //error

}

}

**Q.1 can be make constructor as private in any class?**

**Ans.** Yes, we can make the private constructor in any class but object of that class will only be created from the same class.

That means we can never create object of the class from the other class if the class has the private constructor.

class Test

{

int x;

private Test( int val )

{

x=val;

System.out.println(“Object created”);

}

void show( )

{

System.out.println(“Value of x: ” +x);

}

static Test m1( )

{

Test t= new Test( 5 );

return( t );

}

}

class Demo

{

public static void main(String s[] )

{

Test t1= Test.m1();

t1.show();

}

}

**Factory Pattern:**

This is the pattern do design the class. According to this pattern a class does not allow its instantiation (Object creation) by the new keyword in any other class, rather class itself provides a method to instantiate itself and returned the reference id.

**Singleton Pattern:**

This is the extension of factory pattern and if any class is designed through this pattern when that class can be instantiated only once that means only one object of that class can be created.

**Creating a class based on singleton pattern:**

class Test

{

static Test t;

int x;

private Test(int val )

{

x= val;

System.out.println(“Object created”);

}

void show( )

{

System.out.println(“Value of x: ”+x);

}

static Test m1( )

{

if( t== null)

{

t= new Test(5);

}

return(t);

}

}

class Demo

{

public static void main( string s[] )

{

Test t1= Test.m1();

Test t2= Test.m1();

System.out.println(t1==t2);

t1.show( );

t2.show( );

}

}

If you want second referenced id not create so

Test t1= Test.m1();

Test .t= null;

Test t2= Test.m1();

**OR**

private static Test t;

**Chain of the method calling:**

If any method returns the reference id of any object then with the calling of that method further the other method can be invoked.

class Test

{

Student m1()

{

Student st= new Student();

return(st);

}

public static void main(String s[])

{

Test t= new Test();

Student st1=t.m1();

st1.addmission(101); normal process of method calling

st1.exam(85);

st1.report( );

}

}

**Changes in main method:**

public static void main(String s[])

{

Test t=new Test();

t.m1().addmission(101);

}

In case of the chain of method calling always the returned value of right most method will be assigned to the left of assignment operator (=).

Student st= t.m1().addmission(101);  **//compilation error**

Because admission has return type void

**Changes in student class:**

class Student

{

int rollno, marks;

char grade;

Student addmission(int r)

{

rollno= r;

System.out.println ("Admission invoked”);

return(this);

}

Student add(int m)

{

marks= m;

System.out.println ( rollno+ " of " +name);

}

void exam( int m)

{

marks= m;

System.out.println(“Exam invoked");

if(marks>80)

grade= 'A';

else

if(marks>=60)

grade= 'B';

else

if(marks>=40)

grade= 'C';

}

void report()

{

System.out.println("Roll no: " +rollno);

System.out.println("Marks: " +marks);

System.out.println("Grade: " +grade );

}

}

Class Demo

{

public static void main(String s[])

{

Test t=new Test();

t.m1().addmission(101).exam(85).report();

}

}

**OR**

class Demo

{

public static void main(String s[])

{

new Test().m1().addmission(101).exam(85).report();

}

}

**Nested Method Calling:**

At the time of invocation of any method within the argument we can also invoked the others method but the return type of augmented method must be same with the argument of outer method.

class Test

{

void m1(Student st)

{

System.out.prinltn(“m1 invoked”);

}

}

class Demo

{

Student m2()

{

Student st= new Student();

return( st );

}

public static void main( String s[] )

{

Test t = new Test();

Demo d= new Demo( );

t.m1( d.m2() );

**OR**

t.m1( new Student() );

**OR**

Student st= new Student();

t.m1( st );

}

}

**t.m1( new Student() );**

3. 2. 1.

110

1. new object created.
2. Constructor invoked.
3. Reference id returned to be pass in the argument of m1 method.

**\*Anonymous Object:**

class Sample

{

static Student st;

static void m1( Student st )

{

Sample.st= st;

}

}

class Test

{

public static void main( String s[] )

{

**Anonymous use** new Student().addmission(101);

**Of object**  Sample.m1(new Student() );

}

}

If we use an object in any method without the reference variable then it is known as the anonymous use of that object. It doesn’t mean that any anonymous object becomes the unreferenced after its use.

**\*Association:**

This is the feature of OOP’s that is the implementation of the containership / Has A relationship.

**Example:**

* 1. Car has an engine.
  2. Mobile has a simcard.

There are two types of association:

1. **Aggregation:** Optional association.

Example:

Human body and eyes.

1. **Compassion:** Mandatory association.

Example:

Human body and heart.

In the OOP’s containerships says to store the object in the program.

In java storing the object in the reference variable is the implementation of association.

**According to the scope:**

There can be three types of association-

**1. Method level association:** When the reference variable is the local variable.

**Example:**

class Test

{

public static void main( String s[] )

{

System.out.println( “Welcome” );

m1( );

System.out.println(“Thank You”);

}

static void m1( )

{

Student st

st= new Student( );

}

}

110

st 110

Method level association

m1

---------------------------------------

main( )

stack heap

**2. Object level association:** when the reference variable is the instance variable.

class Test

{

Student st;

void m1( )

{

st= new Student( );

st.addmission(101 );

st.exam(85 );

st.report( );

}

public statc void main( String s[] )

{

Test t= new Test( );

t.m1( );

}

this 110

220

3.3

110

0

3.1 m1( ) 3.2 OLA

st

0

110

main() 1 2 Object of Test

220

stack JVM

In the object level association most common mistake performs by the program as follows, that results the **NullPointerException** at the runtime in the program.

class Test

{

Student st;

void m1( )

{

st=new Student( );

}

void m2( )

{

st.addmission(101 );

st.exam( 85 );

st.report( );

}

public static void main( String s[] )

{

Test t= new Test( );

t.m2( );

t.m1( );

}

}

Local variable never have default variable rather they must be initialize before this use.

public static void main( String s[] )

{

Test t1;

t1.m1( ); **//compilation error**

}

**3. Class level association:** when the reference variable is the static variable.

class Test

{

static Student st;

static void m1( )

{

st= new Student( );

}

public static void main(String s[] )

{

m1( );

st.addmission(101 );

}

}

class Demo

{

public static void main( String s[] )

{

Test.st.addmission(101);

}

}

class Area Heap

110

class Test

0

Byte code-----------------------------------

st

110

0

**1.2**

null

class level association

m1()

main()

**1.1**

JVM

**1.0**

stack

“ System.out.println( ); ” statement depend on class level association.

**Practice code:**

class Product

{

int code, price;

int qty;

void set(int c, int p, int q)

{

code= c;

price= p;

qty= q;

}

void change(int newPrice)

{

price= newPrice;

}

void report()

{

System.out.println("\nCode: "+code);

System.out.println("\nPrice: "+price);

System.out.println("\nQty: "+qty);

}

void sales(int unit, Customer c)

{

if(qty>=unit)

{

qty-=unit;

System.out.println(code+" product sold to "+c.cid+" customer");

}

else

{

System.out.println("Insufficient quantity");

}

}

}

class Customer

{

int cid;

Product p;

void setDetails(int cid, Product p)

{

this.cid=cid;

this.p=p;

}

void doSales(int unit)

{

p.sales(unit, this);

}

void show()

{

System.out.println("\n Customer id: "+cid);

p.report();

}

}

class Market

{

static Product p1;

static Product p2;

static void set(int pNumber, int code, int price, int qty)

{

if(pNumber==1)

{

p1=new Product();

p1.set(code, price, qty);

}

if(pNumber==2)

{

p2=new Product();

p2.set(code, price, qty);

}

}

}

class Test

{

public static void main(String s[])

{

Customer c1, c2;

c1=new Customer();

c2=new Customer();

Market.set(1, 111, 1500, 100);

Market.set(2, 222, 3000, 200);

c1.setDetails(101, Market.p1);

c2.setDetails(102, Market.p2);

c1.doSales(60);

c2.doSales(100);

c1.show();

c2.show();

}

}

**class Area**   **Heap**

110

Object of product

220

Object of product

330

Object of customer

440

Object of customer

class Market

Byte code--------------------------------------------------------------------------------------------

p1

P2

111

100

1500

110

220

222

3000

200

main( )

c1

c2

330

101

440

110

Stack

102

210

**Init block (Initialization Block):**

init block in top is the block that is used to initialize the object.

At the time of object creation init block always be executed before the constructor calling.

**Example:**

class Test

{

init x;

{

init System.out.println(This is the init block);

block x=10;

}

Test ()

{

System.out.println(“Contructor in test”);

x= 20;

}

void show()

{

System.out.println(“Value of x” +x);

}

public static void main(String s[])

{

Test t;

t= new Test( );

0

t.show( );

}

}

After this init block will run, then constructor. Constructor will return id which will be stored in t variable.

t.show will print (value of x)

**NOTE:** We can create more than one unit block in any class and all are executed at the time of object creation in the same sequence in which they are declared in the class (no matter whether created before constructor or after).

init block are non selective = at the time of object of creation all the init blocks are formed.

**Why init block?**

Constructor are selective by nature that means at the time of object creation only one constructor will be invoked depending upon the argument. If we have the common code in our application this we have write it in all the constructors.

init block are non selective that means all the init blocks always be invoked at the time of each object.

**Why multiple init blocks?**

During the compilation the code of all init blocks automatically invoked in the starting of all the constructors.

That means there are no init blocks in the dot class file.

**static block**

static block are the blocks that always be executed at time of loading of the class.

static block always be created with the static keyword.

**Example:**

class Test

{

static

{

System.out.println(“This is static block”);

}

---------------------

Other method

-----------------------

}

**Class loading**

Loading of the dot class file from the second storage to the primary memory (RAM) within the JRE in the class area is known as the class loading.

First class is stored then, object is created.

static variable will get memory then, static block will run.

**NOTE:**

* When 1st time the need of any class is resided in our program, at that time class will be loaded.
* When the 1st object of any class is about to the created or 1st time any static number is about to be invoked (which end is earlier) at that time the class will be loaded.
* At the time of class loading following 2 talks will be performed.

1. Memory allocation to the static variable.
2. Invoked of the static blocks.

**Example:**

class Test

{

static int x;

int y;

static

{

System.out.println(“This is static block”);

x=10;

y= 20; **//error**

}

Test()

{

System.out.println(“object created”);

y=30;

}

void show()

{

System.out.println(“x: ” +x);

System.out.println(“y: ” +y);

}

class Demo

{

public static void main(String s[])

{

Test t1;

System.out.println(“Welcome in main”);

t1= new Test( );

Test t2= new Test( );

t1.show( );

t2.show( );

}

}

}

* non-static member cannot be used directly in static blocks.
* static blocks are also the static members of the class. So we can’t access the non-static member in the static method directly.
* Test class is first need object create

**OUTPUT:**

Welcome in main

This is static block

Object created

x: 10

y: 30

x: 10

y: 30

**static block in the main class**

static block runs before the main method.

class Demo

{

static

{

System.out.println(“Demo class loaded”);

}

public static void main(String s[])

{

Test t1;

System.out.println(“Welcome in main”);

t1= new Test();

Test t2= new Test();

t1.show();

t2.show();

}

}

Upto JDK16, JVM first of all load the class and after that stack the existence of main method.

JDK 7 on words, before loading the class JVM checks existence of the main method.

**\*Inheritance\***

Inheritance is one of most important concept of OOP’s.

Inheritance is the concept through which we usability of any class can also be possible.

Another way achieves the usability association through which we can use any class in any other class.

**Example:**

* Child and parents relationship in which the child inherit the number of properties from the parent, such as: money, house, jeans etc.
* Java language is also inherited from the C & C++ in order to get the syntax and basic concept of the programming.

In the object oriented programming any one class can be child of any other class so that members of one class can be use in the other class.

**extends keyword:**

extends keyword is use to make one class child of another class that means extends keyword is used to implement the inheritance in the java programming.

class A

{

int x, y;

void setA( int val )

{

x= val;

y= val+10;

}

}

class B extends A

{

int i, j;

void setB( int val )

{

i= val;

j= val+10 ;

}

void show( )

{

System.out.println(“x: ”+x);

System.out.println(“y: ”+y);

System.out.println(“i: ”+i);

System.out.println(“j: ”+j);

}

}

class Test

{

public static void main( String s[] )

{

B ref= new B();

ref.setA( 50 );

ref.setB( 60 );

ref.show( );

}

}

**Changes in program**

class A

{

private int x, y;

void setA( int val )

{

x= val;

y= val+10;

}

void showA( )

{

System.out.println(“x: ”+this.x);

System.out.println(“y: ”+this.y);

}

}

class B extends A

{

int i, j;

void setB( int val )

{

i= val;

j= val+10 ;

}

void show( )

{

System.out.println(“i: ”+this.i);

System.out.println(“j: ”+this.j);

}

}

class Test

{

public static void main( String s[] )

{

B ref= new B();

ref.setA( 50 );

ref.setB( 60 );

ref.showA( );

ref.show( );

}

}

**Types of Inheritance:**

1. **Single Inheritance:** In this type there is only one parent and its one child class.

A(Parent/ Super)

B(Child/Sub)

1. **Multilevel Inheritance:** In this type one child class can be the parent of other child class.

A

B

C

1. **Multiple Inheritance:** In this type of inheritance only one child can have the multiple parent classes.

A B

C

Java does not support the multiple inheritance.

1. **Hierarchical Inheritance:** In this type of inheritance the one parent class can have the multiple child classes.

A

B C

1. **Hybrid Inheritance:** This combination of all other types of inheritance so it also not be possible in java.

A

B C

D

**Example of Hierarchical Inheritance:**

Employee

Part Time Employee Full Time Employee

**Program**

class Employee

{

int code, tax, netSalary;

void set( int c )

{

code= c;

}

void show( )

{

System.out.println(“Code= ” +code);

System.out.println(“Tax= ” +tax);

System.out.println(“Net salary= ” +netsalary);

}

}

class FullTimeEmp extends Employee

{

int basic, HRA, TA;

FullTimeEmp( int c, int basic )

{

this.set( c );

this.basic= basic;

}

void calc( )

{

HRA= basic \* 12/100;

TA= (basic + HRA + TA)\* 12/100;

netSalary= basic + TA + HRA – tax;

}

void show( )

{

super.show( );

System.out.println(“Basic: ” +basic );

System.out.println(“HRA ” +HRA );

System.out.println(“TA: ” +TA );

}

}

class PartTimeEmp extends Employee

{

int rate, noh;

void set(int c, int r, int noh )

{

set( c );

this.rate= r;

this.noh= noh;

}

void calc( )

{

tax= ( noh\*rate )\*10/100;

netSalary= noh\*rate-tax;

}

void show( )

{

super.show();

System.out.println(“Number of horse: ” +noh);

System.out.println(“Rate per horse: ” +rate);

}

}

class Company

{

public static void main( String s[] )

{

PartTimeEmp pe= new PartTimeEmp( );

FullTimeEmp fe= new FullTimeEmp( );

pe.set (101, 100, 150);

pe.calc( );

fe.calc( );

pe.show( );

fe.show( );

}

}

**“super”** is the wrapper of **“this”** keyword.

**Data Hiding:**

Data hiding is the cases that can only be arise in case of inheritance. According to data hiding the child class can have the variable with the same name as the variables in the parent class.

The priority always the given to the child class variables in the child class.

class A

{

int x, y;

void m1( int val )

{

x= val;

y= val +10;

}

}

Class B extends A

{

int x, z;

void setB( int val )

{

x=val;

z= val +10;

super.x= val + 20;

y= val +30;

}

void show( )

{

System.out.println(“x of A: ”+super.x);

System.out.println(“y of A: ”+x);

System.out.println(“x of B: ”+ x);

System.out.println(“z of B: ”+z);

}

}

class Demo

{

public static oid main(String s[])

{

B ref= new B( );

ref.m1(100);

ref.setB(50);

ref.show( );

}

}

Object of B

x:

y:

**super:**

* **super** automatically convert into **this .**
* super is a part of this.
* We can never print the super.
* super is the casted form of this.
* Whenever we invoked the method of parent class with the child class object then only the super area of child class object will be used.

super = ((name of parent class)this)

**example:** super= ((A)this)

data hiding in case of multilevel inheritance

class A

{

int x;

}

class B extends A

{

int x;

}

class C extends B

{

int x;

void set(int val)

{

((A)this).x= val + 1;

super.super.x= val+1; **// compilation error**

**//no syntax like super.super**

super.x= val+2;

x= val+3;

}

void show()

{

System.out.println(“x of A: ”+((A)this).x);

System.out.println(“x of B: ”+super.x); // **or** +((A)this).x

System.out.println(“x of C: ”+ x);

}

public static void main(String s[])

{

C ref;

ref= new C();

ref.setC(300);

ref.show( );

}

}

**Object of C**

super(A)

x:

0

x:

0

0

super represent intimidate parent

**class loading incase of Inheritance:**

In case of inheritance the parent class always be loaded before the child class.

When we create the first object of the child class then there can be two situations:

**1.** Parent class already has been loaded before in that case only the child class will be load alone.

**2.** The parent class not loaded before so alone with the child class the parent class also will be loaded at the same time (first the parent class and then child class).

class A

{

{

System.out.println(“A class loaded”);

}

static void m1()

{

System.out.println(“m1 of A invoked”);

}

}

class B extends A

{

int x, y;

static

{

System.out.println(“B class loaded”);

}

void show()

{

System.out.println(“This is the show in class B”);

}

}

class Demo

{

public static void main(String s[])

{

System.out.println(“Welcome”);

B ref= ref B();

ref.show( );

}

}

**OUTPUT:**

Welcome

A class loaded

B class loaded

This is the show in class B

**Changes in the main method:**

public static void main(String s[])

{

A.m1();

System.out.println(“Welcome”);

B ref= new B();

ref.show();

}

**OUTPUT:**

A class loaded

m1 of A invoked

Welcome

B class loaded

This is the show in class B

**NOTE:**

* In case of inheritance all the parent classes will be loaded at time of loading of the child class.
* In case association at the time of loading of composite class number need the load all the member class.
* **Association:** Has-A-relationship
* **Inheritance:** Is-A-relationship / Type-of-relationship

**Constructor calling in case Inheritance:**

At the time of creation of the child class object the change with the constructor of child class the constructor of the parent class will also the invoked.

The child class constructor will be invoked after the parent class constructor.

**Example:**

class A

{

A()

{

System.out.println(“Const of A”);

}

class B extends A

{

B()

{

super(); **//hidden**

System.out.println(Const of B);

}

public static void main(String s[])

{

System.out.println(“Welcome”);

new B();

}

}

**OUTPUT:**

Welcome

Const of A

Const of B

**NOTE:**

* In each and every child class constructor the super() statement exist as the first statement that denotes the calling of default constructor of the parent class.
* If in the parent class there is no default constructor then we have to write super() statement explicitly in the child class constructor in the first line.
* super() statement must be the first statement in any child class constructor.

**\*Parameterize Constructor:**

class A

{

A( int val )

{

System.out.println(“Const of A”);

}

class B extends A

{

B()

{

super( 5 ); **//explicit**

System.out.println(“Const of B”);

}

public static void main(String s[])

{

System.out.println(“Welcome”);

new B();

}

}

If any class there is only the private constructor then that class can never be inheritance.

private A()

{

System.out.println(“Const of A”);

}

B()

{

super( 5 ); **// compilation error**

System.out.println(“Const of B”);

}

**\*Object Class:**

* this is the most important class in the java library.
* It can also be considered as a God of all the other java classes.
* All the classes in java are the child of the object class directly or indirectly.
* That means if any class does not have the parent class then it will be direct child of object class.

Object

All classes

There is only one public default constructor in the object class.

**\*Constructor Chaining:**

Within the constructor of any class we can invoke the other constructor of the same class.

class Test

{

Test( )

{

System.out.println(“Default const”);

}

Test( int x )

{

this();

System.out.println(“Param const”);

}

public static void main(String s[])

{

Test t= new Test( 5);

}

}

**NOTE:**

* this() / this(any parameter) statement is used to invoked the other constructor of the same class from the constructor of the same class.
* this() statement also will be the first statement in any constructor.
* this() and super() can never be used together.

Constructor chaining can never be cycling that mean in any constructor we have skip this() statement.

**//compilation error in the program//**

class Test

{

Test( )

{

this( 5);

System.out.println(“Default const”);

}

Test( int x )

{

this();

System.out.println(“Param const”);

}

public static void main(String s[])

{

Test t= new Test( 5);

}

}

**Practice Code**

class A

{

A() {

System.out.println(“Default const of A”);

}

A(int x)

{

this();

System.out.println(“Param const of A”);

}

}

class B extends A

{

B()

{

super( 5);

System.out.println(“Default const of B”);

}

B(int x)

{

this();

System.out.println(“Param const of B”);

}

}

class C extends B

{

C ()

{

super( 5);

System.out.println(“Default const of C”);

}

C (int x)

{

System.out.println(“Param const of C”);

}

public static void main(String s[])

{

new C ();

new C ( 5);

}

}

**OUTPUT:**

Default A class

Param A class

Default B class

Param B class

Default C class

Default A class

Param A class

Default B class

Param C class

**\*Polymorphism\***

Polymorphism term is arrived with two terms poly + morphism.

Poly means many.

Morphism means form.

Complete meaning of the polymorphism is the one name many form.

**Example:**

1. They are the many form of the fruits such as: mango, apple, etc.
2. Many form is the employee: clerk, manager,etc.

**The polymorphism is further categories in the two forms:**

1. 1st is compile time polymorphism.
2. 2nd runtime polymorphism.
3. **Compile time polymorphism:** When the one form is selected at the compile time among the multiple forms perform it will the compile time polymorphism.

**Example:** Railway reservation

1. **Runtime polymorphism:** When the selection of one form among the multiple forms performed at the runtime it will we known as runtime.

**Example:** Selection of any specific shake on the juice corner.

**\*Implementation in java:**

**Polymorphism**

Runtime Polymorphism

Compile Time Polymorphism

method overriding

method overloading

operator overloading

**\*operator overloading:**

Operator overloading is the concept in which one operator will have the multiple forms and the selection of one form always be perform at the compiler by seeing type of operands.

**\*method overloading:**

Method overloading more than a methods can have the same name but with the different argument list.

These methods will be known as the overloading method and can be exist either in the same class or in the child and parent class.

**\*Rules to overload the methods:**

Return type name of method (Argument list)

Must be changed

Must be same

May or may not be changed

**\*Argument list can be change in two ways:**

**1.** By changing the number of argument.

**2.** By changing the type of argument.

**Same as the constructor overloading**

**Q. Why the return type does not affect the method overloading?**

**Ans.** In the programming it is not mandatory to catch the returned value of any method that means the method that have return type and the method without return type can be invoked in the same method.

class Test **// compilation error**

{

int m1(int x)

{

System.out.println(“m1 in Test”);

return( 5);

}

public static void main( String s[] )

{

Test t= new Test( );

t.m1();

int res= t.m1( );

//both above are the correct ways//

}

}

void m1( int x)

{

System.out.printl(“Second m1 in Test”);

}

**Method overloading in the inheritance:**

class A

{

void m1( int x)

{

System.out.println(“First m1 in Test”);

}

}

class B extends A

{

void m1( float x)

{

System.out.println(“Seccond m1 in Test”);

}

public static void main( String s[])

{

B ref= new B();

ref.m1(‘A’);

}

}

**\*Method overriding:**

Method overriding can only be possible in case of inheritance.

The basic requirement of method overriding is to make the signature of the parent class method in the child class.

Through the object t of child class method of child class it will be visible that means we can never invoked the parent class method from the object of child class in case of method overriding.

class A

{

void m1( )  **//overridden method**

{

System.out.println(“m1 in class A”);

}

}

class B extends A

{

void m2( )

{

m1( ); **//m1 of will be invoked**

}

}

class Test

{

public static void main( String s[] )

{

B ref1= new B( );

ref1.m1( );

B ref2= new B( );

ref2.m2( );

}

}

**NOTE:**

By using the super keyword from the non-static method of child class, we can invoke the overridden method of the parent class.

**Changes in the m2 method**

void m2()

{

super.m1();  **//m1 of A will be invoked**

}

**NOTE:** In the multilevel inheritance we can never invoked the overridden method of the parent of parent class that means we can only invoked the overridden method of the immediate parent class by using super keyword.

**\*Virtualization of method calling binding:**

In java at the compile time there can be two types of binding.

1. **Virtual Binding.**
2. **Actual Binding.**
3. **Virtual Binding:** In case of virtual binding compiler just perform the temporary binding that can be change be the JVM at the runtime.
4. **Actual Binding:** In this case compile time binding never be change by the JVM at the runtime.

**NOTE:** In the dot( . ) class file compiler just place the assembly instruction to intimate the JVM about the type of binding.

**There are in total four types of assembly instruction, to will be use in the actual binding and rest to virtual binding.**

|  |  |  |
| --- | --- | --- |
| **Assembly Instruction** | **Type of compilation binding** | **Type of method calling** |
| invokestatic | Actual | calling of all the static method |
| Invokespecial | Actual | non-static private methods, constructors method call with super keyword |
| Invokevirtual | Virtual | non-static non private method |
| Invokeinterface | Virtual | Method of interface |

**\*upcasting:** In the reference variable of parent class the reference id of the object of child class can be stored. This is known as the upcasting.

A ref= new B( ); **//upcasting**

ref.m1( );

**NOTE:** compiler will perform the binding be seeing the reference variable.

If the compile time binding is virtual then JVM will perform the actual binding by seeing the type of object contain by reference variable.

**\*Creating one more child of A:**

class A

{

void m1( )  **//overridden method**

{

System.out.println(“m1 in class A”);

}

}

class B extends A

{

void m2( )

{

m1( );

**//m1 of will be invoked**

}

}

class C extends A

{

void m1( ) **//overriding method**

{

System.out.println(“m1 in C”);

}

}

class Demo

{

static void check(A ref)

{

ref.m1(); **//runtime polymorphism by the method overriding**

}

}

class Test

{

public static void main( String s[] )

{

Demo.check( new A() );

Demo.check( new B() );

Demo.check( new C() );

}

}

**Binding in case of overloading methods:**

If there are the overloading methods in the same class or in the inheritance then at the compile time the selection of one method will be perform by seeing the argument list and appropriate assembly instruction will be placed.

At the runtime JVM can never change the signature of the method because selection of the argument can only be performed by the compiler.

class A

{

void m1( float ft )

{

System.out.println(“m1 in class A”);

}

}

class B extends A

{

void m1( int x )

{

System.out.println(“m1 in class B”);

}

}

class Demo

{

static void check( A ref )

{

ref.m1(‘A’); **//invokevirtual**

}

}

class Mymain

{

public static void main( String s[] )

{

Demo.check( new B() ); **//invokespacial**

}

}

**\*Rule for the method overriding:**

Unique the method overriding we can never use the weaker access privileged with the overriding method in the child class.

private Weakest Accessibility

default

protected

public Strongest Accessibility

**\*Difference between method overloading & method overloading:**

|  |  |  |
| --- | --- | --- |
|  | **Method Overloading** | **Method Overriding** |
| 1. | Name of the method must be same and argument list must be changed. | The complete signature of the method must be same. |
| 2. | Can be possible in same class or the inheritance. | Only be possible in case of inheritance. |
| 3. | Used to achieve the compile time polymorphism. | Used to achieve the runtime polymorphism. |
| 4. | Does not affect by the access specifiers. | Affect by the access specifier. |
| 5. | Dynamic dispatching never be perform that means always be executed the overloaded method selected by the compiler. | Dynamic dispatching will be possible if upcasting is exist. |

**\*Downcasting:**

Downcasting is not the opposite of upcasting rather it always follow to upcasting that means downcasting always be preceded upcasting.

**B ref1= (B)ref;**

**Reference id of parent class can’t come in child class.**

Downcasting is necessary to invoked the members of the child class whose object is already upcasted in the reference variable of parent.

class Mymain

{

public static void main( String s[] )

{

A ref= new B( ); **//upcasting**

B ref1= ( B )ref; **//downcasting**

}

}

**\*Rules for the downcasting:**

1. Downcasting always be possible in the same hierarchy in which the upcasting already being perform.

If we perform downcasting in different hierarchy then **ClasscastingException** will be generated at the runtime.

1. Downcasting always be performed explicitly otherwise compilation error will be generated.

class Mymain

{

public static void main( String s[] )

{

A ref= new B(); **//upcasting**

B ref1= ref; **// compilation error**

}

}

**\*Need of Downcasting:**

Need of downcasting is to invoke the members of the child class with the same object that is already upcasting.

class A

{

void m1() **//overridden**

{

System.out.println(“m1 in class A”);

}

void m2() **//unique method of class A**

{

System.out.println(“m2 in class A”);

}

}

class B extends A

{

void m1() **//overriding**

{

System.out.println(“m1 in class B”);

}

void m3() **//unique method of class B**

{

System.out.println(“m3 in class B”);

}

}

class Demo

{

static void check( A ref)

{

ref.m1();

ref.m2();

B ref1= ( B)ref;

ref1.m3();

}

}

**\*Block Diagram:**

Member of the class B accessible from the reference variable of A

m2()

m1()

m3()

Inherited ✓ compile time + runtime

Overriding method B ✓ runtime

Unique method of B X

class C extends A

{

void m1() **//overriding**

{

System.out.println(“m1 in class C”);

}

void m4() **//unique method of class C**

{

System.out.println(“m4 in class C”);

}

}

class Mymain

{

public static void main(String s[] )

{

A ref= new B();

B ref1= (B) ref;

C ref2= (C)ref; **// ClasscastingException**

}

}

**Changes in the main method:**

class Mymain

{

public static void main(String s[] )

{

B ref= new B();

C ref2= (C)ref; **// Compilation error, B cannot be converted into C**

}

}

**Changes in the main method:**

class Mymain

{

public static void main(String s[] )

{

A ref= new B();

ref.m1();

ref.m2();

ref.m3(); **// Compilation error**

B ref2= (B)ref;

ref2.m3();

}

}

**Changes in the main method:**

class Mymain

{

public static void main(String s[] )

{

A ref= new B();

B ref1= ref; **// Compilation error**

}

}

should be the explicitly conversion

**NOTE:** parent class reference id never stored in child class reference variable

B ref= new A(); **//compilation error**

A ref= new A();

B ref2= ref; **//compilation error**

A ref= new B();

B ref2= (B)ref;

**B ref2= ref;** **//compilation error**

Compile never allows to copy the reference variable of parent into the reference variable of child because at the runtime in the parent class reference variable where can be the object of parent itself or any child.

**B ref= new A();** **//compilation error**

In the child class reference variable we can never store the reference id of any parent object.

**B ref2= (B)ref; // no error**

No compilation error because it instructed to the compiler to copy the reference id from parent to child reference variable. In this case the total responsibility is of the developer that means at runtime this the object of any other child or itself parent then **ClasscastException** will be generate.

**‘instanceof’ operator:**

This also the keyword in java, works as an operator. The purpose of instanceof operator is to identify the type of object contained by the reference variable.

**Syntax:**

refVar instanceof Classname

The result of instance operator always be Boolean type.

A ref= new B();

if(ref instanceof B) **//true**

{

System.out.println(“object of B”);

}

if(ref instanceof C) **//false**

{

System.out.println(“object of C”);

}

class Demo

{

static void check(A ref)

{

ref.m1();

ref.m2();

if(ref indtanceof B)

{

B ref1= (B)ref;

ref1.m3();

}

if(ref indtanceof C)

{

C ref1= (C)ref;

ref1.m4();

}

}

}

class Mymain

{

public static void main(String s[])

{

Demo.check(new A());

Demo.check(new B());

Demo.check(new C());

}

}

**instanceof operator always perform the checking on the basic of type :**

**A**

**B C**

**D**

A a= new D();

System.out.println(a instanceof D); **//true**

System.out.println(a instanceof B); **//true**

System.out.println(a instanceof A); **//true**

System.out.println(a instanceof C); **//false**

**\*method of object class:**

There are number of methods of object class but some common methods as follows –

* hashCode()
* toString()
* equals()
* **hashCode()** method of object class always returns an integer value that is generated by the actual address of the object that means the hashCode() value always be unique for the different object.

**Signature:**

public int hashCode()

**example:**

class Mymain

{

public static void main(String s[])

{

Student st1= new Student();

Student st2= new Student();

System.out.println(st1.hashCode());

System.out.println(st2.hashCode());

}

}

**OUTPUT:**

2018699554

1311053135

* **toString()** method of the object class always returns the reference id of the object that contains.

**Classname@haxadecimalvalue**

**Signature:** public String tostring()

**example:**

class Mymain

{

public static void main(String s[])

{

Student st1= new Student();

Student st2= new Student();

System.out.println(st1.toString());

System.out.println(st2.toString());

}

}

**OUTPUT:**

Student@7852e922

Student@4e25154f

**Hexadecimal:** generated by the integer value returned by the hashCode() method.

**Example:**

class A

{

void m1() //overridden

{ compile time binding(invokevirtual)

System.out.println(“m1 of A”);

}

void m2()

{

System.out.println(“m2 of A”);

m1();

}

}

class B extends A

{

void m1() **//overriding method**

{

System.out.println(“m1 in B”);

}

}

class Mymain

{

public static void main(String s[])

{

B ref= new B();

ref.m2();

}

}

**OUTPUT:**

m2 of A

m1 in B

**\*Overriding the hashCode() method in the student class:**

class Student

{

int rollno, marks;

Student (int rollno)

{

this.rollno= rollno;

}

void exam(int marks)

{

this.marks=marks;

}

void report( )

{

System.out.println(“Roll no:” +rollno);

System.out.println(“Marks:” +marks);

}

public int hashCode()

{

return(roll no);

}

}

class Mymain

{

public static void main(String s[])

{

Student st1= new Student (101);

Student st2= new Student (102);

System.out.println(st1.hashCode());

System.out.println(st2.hashCode());

System.out.println(st1.toString());

System.out.println(st2.toString());

}

}

**OUTPUT:**

101

102

Student@65

Student@75

**Overriding the toString() method in the student class:**

class Student

{

{

int roll no, marks;

Student (int rollno)

{

this.rollno= roll no;

}

void exam(int marks)

{

this.marks=marks;

}

void report( )

{

System.out.println(“Roll no:” +rollno);

System.out.println(“Marks:” +marks);

}

public in hashCode()

{

return(roll no);

}

public String toString()

{

return(roll no+ “:” +marks);

}

}

**OUTPUT:**

101 : 85

102 : 75

class Mymain

{

public static void main(String s[])

{

Student st1= new Student(101);

Student st2= new Student(102);

st1.exam(85);

st2.exam(75);

System.out.println(st1.toString());

System.out.println(st2.toString());

System.out.println(st1);

System.out.println(st2);

}

}

**OUTPUT:**

101 : 85

102 : 75

101 : 85

102 : 75

When we are print reference variable then also call toString().

When we print any reference variable in System.out.println internally toString() method always be invoked by the println() method.

**\*key point about the println() method:**

There are in total 10 println() method in the printscreen class that means all these method will be overloaded form.

These println() method in the object class as follows:

1. public void println( int x )
2. public void println( char ch )
3. public void println( float f )
4. public void println( double d )
5. public void println( long l )
6. public void println( boolean b )
7. public void println( char []ch )
8. public void println( string str )
9. public void println( Object ob )
10. public void println( )

At the time of concatenation reference variable also provide their values via toString() method.

class Mymain

{

public static void main(String s[])

{

Student st1= new Student(101);

Student st2= new Student(102);

st1.exam(85);

st2.exam(75);

String str= ”Hello” +st1; **//str1.toString() invoked internally**

System.out.println(str);

}

}

**OUTPUT:**

Hello 101 : 85

**equals():** equals() method of the object class is use to compare two object based on reference id of the object.

**Signature:**

public Boolean equals(Object ob)

**example:**

class Mymain

{

public staic void main(String s[])

{

//same all

System.out.println(st1==st2); **//false**

System.out.println(st1.equals(st2)); **//false**

}

}

Overriding the equals() method in the student class.

class Student

{

// same method

public Boolean equals(Object ob)

{

if(ob instanceof Student)

{

Student st1= (Student)ob;

return( rollno==st.rollno && marks==st.marks );

}

return(false);

}

}

**OUTPUT:**

False

True

**NOTE:** if we change the signature of the equals( ) methods in our class then it would be the overloaded method not the overriding method, so its binding never be performed at runtime.

class Demo

{

static boolean check( Object ob1, Object ob2)

{

return(ob1.equals(ob2));

}

}

**\*abstract keyword\***

abstract keyword also be known as the access modifier.

abstract keyword can be used with the class and non-static method.

abstract class and abstract method together are used to enforce the runtime binding (runtime polymorphism) of the methods.

**Abstract Class:** if any class is declared as abstract then it can never be instantiated that means that class can never be used in associate.

If any class is abstract when can only be inherited

We can name the reference variable of abstract class.

abstract class A

{

void m1()

{

System.out.println(“m1 in A class”);

}

}

class B extends A

{

}

class Demo

{

static void check(A ref)

{

ref.m1();

}

public static void main(String s[])

{

Demo.check(new A()); **//compilation error, A cannot instantiated**

Demo.check(new B());

}

}

**abstract method:** we can use the abstract keyword with the methods but those methods must be the non-static and non-private.

**NOTE:** If any has abstract method then that class must be declared as the abstract class not a vice versa that means if class is abstract then it is not complexly that it must have any abstract method.

“abstract class without abstract method”- Possible.

“abstract method without abstract class”- Not possible.

abstract method have they only never they have body.

abstract class A

{

abstract void m1();

}

**NOTE:** In the child class of the abstract class all the abstract methods must be overridden otherwise a child class also be declared as the abstract class.

abstract class A

{

abstract void m1();

}

class B extends A

{

void m1() **//overriding**

{

System.out.println(“m1 in B”);

}

}

**NOTE:**

* abstract keyword use with non-static and non-private method.
* abstract means not association.
* We can never create object of abstract class.
* We can create reference variable of abstract class.

**NOTE:**

In any abstract class abstract method as well as non-abstract method both types of method can be accessed.

**Purpose of abstract:**

The purpose of abstract method is just to provide the standard for the child class.

Method calling is abstraction like println ,println what work we know but how do work we don’t know.

**final keyword**

final keyword can be used with the class, methods and also with the variables.

**final class:**

If any class is declared as final then it can never be inherited that means we can use any final class with the association not with the inheritance.

System class and string class in the java library are the final classes.

**Why need of final class:** For stopping multilevel inheritance when we don't override all methods in subclass and don't want extended our class functionality then we use final class.

final class A

{

void m1()

{

}

}

class B extends A **//compilation error**

{

}

**final method:**

If any method is declared as final then that method can never be overridden by the child class.

class A

{

final void m1()

{

}

}

class B extends A

{

void m1() **//compilation error**

{

}

}

**Q.1 Can be make the private method final?**

**Ans.**  Yes, we can make but in the child class we can create the method with the same signature it will not be considered as the overriding method (because in the parent class method is private) .

class A

{

private final void m1()

{

}

}

class B extends A

{

void m1() **//self method ,no error**

{

}

}

**Q.2 Can be make the static method final?**

**Ans.** Yes, we can makethe static method final after that with the same signature we can never create same static method in the child class.

i.e. final static method in the child class can never be hidden.

* static method can never be overridden rather they just hide in the child class.
* It is not complexly to make the class final if already have the final method.

i.e. there is no signification to make the final method in the final class.

final class A

{

final void m1()

{

}

}

class B extends A

{

}

**Q.3 Can be make the final method in the abstract class?**

**Ans.** Yes, we can make.

abstract class A

{

final void m1()

{

System.out.println(“m1 in A, never be overridden”);

}

void m2()

{

System.out.println(“m2 in A, may or may not be overridden”);

}

abstract void m3() **//must be overridden**

}

abstract and final are the opposite in terms of their functionality i.e. they can never be used together.

* **abstract class:** no association only inheritance.
* **Final class:** no inheritance only association.
* **Abstract method:** complexly overriding.
* **Final method:** no overriding.

If a class final then it can be never be the abstract class vice versa.

**Q. Can be make the abstract method in the final class?**

**Ans.** No

**final variables:** In java are used to make the constants to i.e. after one time initialization we can never change the value of final variable.

Final variable never have their default value rather they have to be initialization before their first use.

**Final static variable:** It can be initializing either at the time of declaration or in the static block.

class Test

{

final static int x,y;

final static int z= 3;

static

{

System.out.println( x ); **//error, no default value**

x= 10;

z= 30;  **//error, no multiple time initialization allowed**

}

static void m1()

{

y=20;  **//error, can only initialization at declaration time or in static block**

}

}

**Non-static final variable:** It can be initialization either at the time of declaration in the init block or in the constructor.

**Local final variable:** These variables can be initialization anywhere in the method but before its first use.

class Test

{

void m1()

{

final int x;

System.out.println(x);

x= 10; **//error**

}

}

**OR**

void m1( final int x)

{

x= 10; **//error**

System.out.println( x );

}

**final reference variables:**

class Test

{

final static Student st= new Student();

static

{

st= new Student(); **//error**

}

}

class Demo

{

public static void main(String s[])

{

Test.st= new Student(); **//error**

}

}

out is a static reference variable

**“** out is the public final static reference variable in the system class.**”**

**Practice Code**

interface Account

{

void setAccount(int accno, int bal);

void intrestCalc( );

void report( );

}

class SavingAccount extends Operation

{

int accno;

int bal;

public void setAccount(int accno, int bal)

{

this.accno= accno;

this.bal= bal;

}

void setRate(int rate)

{

this.rate= rate;

}

public void intrestCalc( )

{

this.intrest= bal\*rate/100;

bal= bal + intrest;

}

public void report( )

{

System.out.println(“\nAccount no: ”+accno);

System.out.println(“Balance: ”+bal);

System.out.println(“Type: Saving”);

}

}

class CurrentAccount extends Operation

{

int accno;

int bal, intrest;

public void setAccount(int accno, int bal)

{

this.accno= accno;

this.bal= bal;

}

void setRate(int rate)

{

this.rate= rate;

}

public void intrestCalc( )

{

this.intrest= (bal+intrest)\*rate/100;

bal= bal + intrest;

}

public void report( )

{

System.out.println(“\nAccount no: ”+accno);

System.out.println(“Balance: ”+bal);

System.out.println(“Interest: ”+intrest);

System.out.println(“Type: Saving”);

}

}

abstract class Operation implements Account

{

int rate;

abstract void setRate(int r);

void calculate(int r)

{

this.setRate(r);

this.intrestCalc( );

}

}

class Bank

{

static void open(Account a)

{

int acc\_no= Management.getaccNo();

int bal=0;

if(a instanceof SavingAccount)

{

bal= 1000;

}

if(a instanceof CurrentAccount)

{

bal= 5000;

}

a.setAccount(acc\_no, bal);

}

static void doOperation(Operation op)

{

int rate=0;

if(op instanceof SavingAccount)

{

rate= 5;

}

if(op instanceof CurrentAccount)

{

rate= 10;

}

op.calculate(rate);

}

}

class Management

{

static int count= 100;

static int getAccno()

{

count++;

return(count);

}

public static void main(String s[])

{

SavingAccount account1;

CurrentAccount account2;

account1=new SavingAccount( );

account2=new CurrentAccount( );

Bank.open( account1 );

Bank.open( account2 );

Bank.doOperation( account1 );

Bank. doOperation ( account2 );

account1.report ( );

account2.report ( );

}

}

Account ( I )

Operation (AC)

SA CA

**\*Interface\***

interface is the class like construction with the lots of restriction.

interface is used to prepare the standards in the java i.e. they only have the abstract methods.

**Point about the interfaces:**

* In the interfaces all the methods are the public and abstract implicitly (we can’t change).
* In the interface all the variables are the public, final, static implicitly (never be changed).
* We can never the create object of inheritance but we can make the reference variable of it.
* There can be no constructor in interface.
* There can be no static block in the interface.
* “implements ” keywords is use to child class (implemented class) of the interface.
* “interface” keyword is used to declare the interface.

interface Testable

{

Int x= 10; **//implicitly public, final, static**

public final static int y= 5;

final static int z= 20; **//implicitly public**

void m1(); **//implicitly public, abstract**

public abstract void m2();

public void m3( ); **//implicitly abstract**

}

**NOTE:** Conventionally name of interface should be the adjective.

**Child class of interfaces:**

class Test implements Testable

{

public void m1()

{

}

public void m2()

{

}

public void m3()

{

}

void m4()

{

}

}

class Demo

{

public static void main(String s[])

{

Testable t= new Test();

t.m1();

t.m2();

t.m3();

t.m4(); **//error**

}

}

**NOTE:**

All the variable of the interface must be initialize at the time of declaration.

Testable

Implements

(doted line)

Test

Any class can implement more than one interface.

interface I1

{

int x =10;

void m1();

void m2();

}

interface I2

{

int x =20;

void m1();

void m2();

}

class Test implements I1, I2

{

public void m1()

{

System.out.println(“m1 in the Test: ”);

}

public void m2()

{

System.out.println(“m2 in the Test: ”);

}

public void m3()

{

System.out.println(“m3 in the Test: ”);

}

public void m4()

{

System.out.println(“x of I1: ” +I1.x);

System.out.println(“x of I2: ” +I2.x);

}

}

**OR**

interface I1

{

int x =10;

void m1();

void m2();

}

interface I2 extends I1

{

int x =20;

void m1();

void m2();

}

class Test implements I2

{

public void m1()

{

System.out.println(“m1 in the Test: ”);

}

public void m2()

{

System.out.println(“m2 in the Test: ”);

}

public void m3()

{

System.out.println(“m3 in the Test: ”);

}

public void m4()

{

System.out.println(“x of I2: ” +x);

}

}

I1 I2

Test

* Any interface can extends one or more interface.

I1

extends

I2

* Any interface can never extends and implements to any other class.
* exception is that all the interfaces are the child of the object class.
* All the methods of the object class always be available in the abstract form.

interface I1

{

}

class Test implements I1

{

int val;

Test ( int val );

{

System.out.println(“Test object created”);

this.val =val;

}

public String toString( )

{

return “value: ”+val;

}

}

class Demo

{

static void check(I1 ref)

{

System.out.println( ref.toString() );

}

}

class MainTest

{

public static void main(String s[])

{

Demo.check( new Test(s) );

}

}

* Any class can implement to one or more interfaces along with extends to the other class but first extends then implements.

interface I1

{

void m1();

void m2();

}

class C1

{

public void m1()

{

System.out.println(“m1 in the C1”);

}

}

class C2 extends C1 implements I1

{

public void m2()

{

System.out.println(“m2 in the C2”);

}

}

class Demo

{

static void check( I1 ref)

{

ref.m1();

ref.m2();

}

}

class MainTest

{

public static void main(String s[])

{

Demo.check( new C2() );

}

}

* Any class can take the implementation of the abstract method of the parent interface from their parent class.

**Method Hiding:** Method hiding is the term that works in case of static methods.

If the child class has the static method with the same signature as the static method is available in the parent class then it will be known as the method hiding.

class A

{

static void m1() **//hidden method**

{

System.out.println(“m1 in A”);

}

}

class B extends A

{

static void m1() **//hidding method**

{

System.out.println(“m1 in B”);

A.m1();

}

}

class MainTest

{

Public static void main(String s[] )

{

A ref= new B();

ref.m1();

B.m1();

}

}

* We can never override the non-static method with the static method with the child class.In that case will be compilation error.

class A

{

static void m1()

{

System.out.println(“m1 in A”);

}

}

class B extends A

{

static void m1()

{

System.out.println(“m1 in B”);

}

}

Method overloading by changing the argument from parent class reference to the child class reference.

class First

{

void m2( A ref )

{

ref.m1();

System.out.println(“m2 in First”);

}

}

class Second extends First

{

void m2( B ref ) **//overloaded method**

{

ref.m1();

System.out.println(“m2 in Second”);

}

}

class Demo

{

static void check( First f )

{

f.m2( new B() );

}

public static void main ( String s[] )

{

Demo.check( new Second() );

}

}

**OUTPUT:**  M1 in B

M2 in First

**Co- variant Return Type:** This is the new concept that was introduced in JDK5.

According to this concept we can change the return type of the overriding method in the child class as the sub-type of the overridden method of the parent class.

class A

{

void m1()

{

System.out.println(“m1 in A”);

}

}

class B extends A

{

void m1()

{

System.out.println(“m1 in B”);

}

}

class First

{

A m2()

{

System.out.println(“m2 in First”);

return new A();

}

}

class Second extends First

{

B m2()  **//valid method overriding**

{

System.out.println(“m2 in Second”);

return new B();

}

}

class Demo

{

static void check(First f)

{

A ref= f.m2();

ref.m1();

}

public static void main(String s[])

{

Demo.check(new Second());

}

}

**\*Package\***

Package is the collection of the classes, interfaces and can also contains the other sub-packages.

The purpose of package is to arrange classes and interfaces for their easy accessibility and use.

“package” keyword is use to declare any package.

“import” keyword is use to import and use any package in the class.

In java library all the classes or the interfaces are already arranged in the form of package.

In order to use any class or interface from java library we have do first of all import it.

‘java’ and ’javax(java extention)’ are two main packages in the java library and we can never create our own package with these names.

Packages in the java library as follows:

**Java**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **lang** | **io** | **Util** | **Sql** | **net** | **etc** |
| System | File | Date | Drive | URL |  |
| String | FileReader | Calender | Connection | Socket |  |
| Object |  | Arrangelist | Resultset | Datagram Packet |  |
| Integer |  | Collection |  |  |  |
| Math |  |  |  |  |  |
| Etc. | Etc. | Etc. | Etc. | Etc. |  |

**classes & interfaces**

**packages**

**NOTE:** The classes of the same package can use each other without importing.

class of one package can use the class of other package only after importing it.

Java.lang package is the only package that whose classes automatically imported in all the java classes so we can use any class or interface of lang package without importing it.

**Benefit of the package:**

1. **Easy Accessibility:** The classes can be arranging in the package according to their purpose.

For any specific purpose we can focus only on to the classes of the specific package.

**Example:** In java library all the classes related to the networking exist in the in the java.net package.

1. **Removing the name confliction:** In the industry level multiple developers are involve in the project development so they can make class name but package name will be different according to their module.

**Example:** libmn.member

libmn.transaction

1. **Achieving the another level of security:** If any developer makes the member of the class default then that developer can use that member use in any class in the other developer can’t the use the class in other package.

**Using the ‘import’ keyword:** import keyword is use to import the class and interface of one package into the other package.

**There are the following two syntaxes:**

**Syntax 1:**

Import<package\_name>.<class/interface\_name>;

It will import only one class/interface.

**Example:** import java.util.Date;

java.util is package name and Date is class name.

Only date class will be imported.

**Syntax 2:**

import<package\_name>.\*;

all the class/ interface will be imported.

**Example:** import java.util.\*;

All the classes of java of util package will be import.

**NOTE:** import statement always be placed above the class declaration.

We can place any number of imports statement in any dot java file.

import java.util.Date;

class PackTest

{

public static void main( String s[])

{

Date d= new Date();

System.out.println(“current Date: ”+d); **//d.toString() invoked**

}

}

**Java.util.date class:** An instance of class represent to the date and time.

Default constructor of date class always loads the current system date and time.

In the date class toString() method is available in the overriding format that always returns the encapsulated date & time.

If we do not import the class of other package we have to write the full qualified name of class.

**Java.util.Date d= new java.util.Date();**

If more than one package has the class with same name then we have to import that class along with their name not with \*

**Concept of classpath:** classpath is the location in the file system where the java classes and packages can be resides. Current directory always be considered in the classpath by default and in the **‘**classpath**’** environment variable we can also include the other location of file system.

At the time of compilation or execution all the classpath location always be searched for the classes and packages.

**Difference between the path and classpath environment variable:**

* path environment variable is used to set the location of tools while the classpath environment variable is used to set location of classes and package.
* Like the path environment variable we can also set the values in the classpath either temporary and permanently.

To set the classpath temporary :

**set classpath =d:\abc**

if we set any classpath explicitly then the current directory will not be include in the classpath rather we have to include it explicitly.

**set classpath= d:\abc;.**

. means current directory

; classpath separate

* As we set new classpath the old classpath always be overridden.
* To retain the old classpath of the time of setting new classpath

set classpath = d:\abc;

set classpath= %classpath%;d:\xyz

**%classpath%** to retain the old classpath.

* To view the classpath- **set classpath**
* To remove the classpath- **set classpath=**
* There is no option to remove any specific location from the classpath (in case of temporary way).
* %classpath% only use to retain the user define classpath. We can never retain the default classpath.

**Practice Code**

Create the two classes Student and PackTest

class Student

{

int rollno, marks;

Student (int rollno)

{

this.rollno= rollno;

}

void exam(int marks)

{

this.marks= marks;

}

void report( )

{

System.out.println(“Roll no: ”+rollno);

System.out.println(“Marks: ”+marks);

}

Public String toString( )

{

return(rollno+ “:” +marks);

}

}

class PackTest

{

public static void main(String s[])

{

Student st= new Student(101);

st.exam(85);

System.out.println(st);

}

}

**Step 1:** Place both the .java file in the current directry.

**Step 2:** set the classpath-

set classpath= d:\abc;.

Place the Student.java in d:\abc (classpath location), PackTest.java remains in current directory.

javac PackTest.java

**Step 3:** compiler always uses the classpath environment variable after starting the compilation i.e. the .java file whose name we write with the javac command never be searched by using the classpath environment variable.

**Step 4:** move the PackTest.java also in the d:\abc location (delete the .classfile).

Current directory--> javac PackTest.java

**OUTPUT:** file not found: PackTest.java

Either place the PackTest.java in the current directory or write its name with their location.

javac d:\abc\PackTest.java

**Step 5:** classpath environment variable always be used left to right to get the location.

Create the duplicate Student class in the d:\xyz folder.

class Student

{

Student (int r)

{

}

void exam (int m)

{

}

public String toString ( )

{

return(“Duplicate Student Object”);

}

}

**Compilation of the Student.java-**

javac d:\xyz\Student.java

set classpath= d:\xyz;%classpath%

**Permanent classpath:**

Mycomputer **>** properties **>** advanced system setting **>** environment variable **>** new **>**

**Variable name-** classpath

**Variable value-** d:\abc;.

**Creating the new packages:** By using the package keyword we can define the new package

**Syntax-**

package<name of new package>;

**Example-** package mypack;

package declaration always be the first statement in the .java file.

If there are also import statements then they will be place after package declaration.

**Example-** package mypack;

public class Employee

{

int code, salary;

public Employee(int code, int salary)

{

this.code=code;

this.salary =salary;

}

public String toString( )

{

Return code+ “:” +salary;

}

}

Save the file with the name Employee.java

**Rules-**

1. If any class has the package declaration then its source code (.java) and white code (.class) must be placed within the package folder in any classpath location.
2. If more than one classes have the same package declaration than the all these classes will be considered in the same package and can use to each other without import.
3. Class of one package can use the class of other package only after importing it.
4. If any package there is the class with default access specifier then that class can only be use within other class of same package.
5. A class can have the access specifier either default or public.

public of one package can be used in other package by the import statement.

1. If any .java file has the public class then that java file must be saved with the name of that public class otherwise there will be compilation error.
2. In any .java file there can be only one public class.
3. Place the Employee.java as follows

D:\xyz\mypack\Employee.java

**xyz-** classpath

**myback-** package folder

**Employee.java-** package file

**Creating the main class:**

import mypack.Employee;

class PackTest

{

public static void main(string s[])

{

Employee e= new Employee(10, 1000);

System.out.println(e);

}

}

Save with PackTest.java (optional) in any classpath location

**Practice Code:**

**1 class**

package emp;

public class Employee

{

private int code;

int tax;

public Employee(int code)

{

this.code=code;

}

public void setTax(int tax)

{

this.tax=tax;

}

public void report()

{

System.out.println("\nCode: "+code);

System.out.println("Tax: "+tax);

}

protected int getcode()

{

return(code);

}

protected int gettax()

{

return(tax);

}

}

}

**2 class**

package emp;

public class PartTimeEmp extends Employee

{

private int rate, noh;

public PartTimeEmp(int code, int rate,int noh)

{

super(code);

this.rate= rate;

this.noh= noh;

}

public void calculate()

{

tax= (rate\*noh)\*12/100;

}

public void report()

{

System.out.println("\nCode: "+code);

System.out.println("Tax: "+tax);

System.out.println("Rate: "+rate);

System.out.println("No. of hourse: "+noh);

}

}

**3 class**

package mypack;

import emp.Employee;

public class FullTimeEmp extends Employee

{

private int basic;

public FullTimeEmp(int code, int basic)

{

super(code);

this.basic= basic;

}

public void calculate()

{

int t=basic\*12/100;

setTax(t);

}

public void report()

{

System.out.println("\nCode: "+code);

System.out.println("Basic sal: "+basic);

System.out.println("Tax: "+getTax());

}

}

**4 class**

packag mypack;

imoprt emp.Employee;

import emp.PartTimeEmp;

class Company

{

public static void main(String s[])

{

Employee e= new Employee(101);

e.setTax(5000);

e.report();

// e.getCode(); error

PartTimeEmp pe= new PartTimeEmp(102,100,150);

pe.calculate();

pe.report();

FullTimeEmp pe= new FullTimeEmp(103,25000);

fe.calculate();

fe.report();

}

}

Save all the .java file in the package folders in the classpath location.

If main class is in package then with the java command its name will be placed with the package name d:\abc\Company.java

java mypack.Company

When we import any class with \* then priority always goes to the class of current package then the imported package.

**Create the duplicate class PartTimeEmp**

package mypack;

public class PartTimeEmp

{

public PartTimeEmp(int code, int rate, int noh)

{

}

public void calculate()

{

}

public void report()

{

System.out.println(“Duplicate PartTimeEmp”);

}

}

If Employee.java class in same package like emp and p1 then how to import this class

**Example:**

import emp.Employee;

import P1.\*;

class Company

{

public static void main(String s[])

{

Employee e= new Employee( );

P1.Employee e1= new P1.Employee( );

}

}

Place the PartTimeEmp.java in the mypack package folder

private variable get memory of child class object.

**-d or –desitination option of javac tool :**

-d option is use to specify the destination folder of the .class file generated during the compilation. By default the current directory is the destination of the .class file.

**Command-**

javac –d d:\abc PackTest.java

**or** javac –d . PackTest.java

**-d** destination folder

-d use only compiler time

With the –d it is recommended give the name of classpath folder.

If we compile the class that have the package declaration then –d will also create the package folder on the destination folder.

Student.java class

package p1, p2;

class Student

{

//all same

}

PackTest.java class

Import P1.P2.Student;

class PackTest

{

public static void main(String s[])

{

Student st= new Student(101);

st.exam(85);

System.out.println(st);

}

}

Always place the .java file outside classpath location that have the package declaration and we are creating their package folder with –d

d:\temp\Student.java

**d:\temp** not in classpath location.

javac –d d:\abc d:\temp\Student.java

Place the Packtest.java in the current directory.

javac –d d:\abc PackTest.java

**default package:** If in any .java file there is no package declaration then the class of that .java file will be considered in the default package.

We can also consider the default package as the direct classpath location. All the classes in the classes in the direct classpath location can use their default members.

We can never use the class of the default package in the class of any other package because there is no name of default package so it can’t be imported.

**Exception Handling**

Exception is the abnormal flow of the program. In any program there is always the specify flow of the execution but in some situations the flow of program can be diverted in the worst direction (abnormal flow). That abnormal flow of program is considered as the exception.

Due to the exception the execution program can be never be continue i.e. the execution of program will be terminated immediately.

Handling of exception means to write the code in the program to overcome from the abnormal flow and resume the execution in the normal flow.

Each and every exception at the runtime is the object. The class of exception defines the behavior of the exception.

In java library there is the number of exception classes and we can also define custom exception.

Understanding the generation of exception and handling of exception.

Byte code

----------------------------- **1.** ---------------------------- ---------------------------- **2.**  ----------------------------- **6.** ----------------------------

**3. 5.**

**6.**

JVM

Exception object

X **7.** **4.**

1. Execution of the byte code.
2. Statement encountered that caused the exception.
3. Control is moved to the JVM.
4. Exception object is created.
5. Reference id of exception moved in the program.
6. If exception gets handled then exception of program continued else the reference of unhandled exception returned towards the JVM.
7. If unhandled exception returns from the program to the JVM then immediately JVM will terminate the program.

In the java library there are number of classes known as the exception classes and hierarchy of exception classes started with the java.lang.exception class.

**Object**

**Throwable**

**Exception Error**

Runtime exception(unchecked exception) Sql Exception(Checked Exception)

ArithmeticException FileNotFoundException

NullPointerException IOException

ArrayIndexOutOfBoundsException InterruptedException

NumberFormalException etc

ClassCastException

etc

Error can be arising at the compile time as well as at runtime but exception always be arise at the runtime.

Runtime errors can never be handling programmatically but exception can be handled programmatically.

**Example of runtime error:**

1. **StackOverflowError**
2. **NoClassDefFoundError**
3. **OutOfMemoryError**
4. **StackOverflowError:**

class Test

{

void m1()

{

int x;

m1();

}

pubic static void main(String s[])

{

new Test.m1();

}

}

1. **NoClassDefFoundError:**

If after compile anyone .class delete then this error occurred.

1. **OutOfMemoryError:**

class Test

{

int x;

Test()

{

new Test();

}

public static void main(String s[])

{

new Test();

}

}

**Keywords related to the Exception Handling:**

* try
* catch
* throw
* throws
* finally

**try keyword:** is use to make the block, which is known as try block.

In the try block we should write the code that can produced the exception.

**catch keyword:** also use to make the block known as the catch block and in the catch block we always write the code of exception handling.

**throw keyword:** is use to generate the exception explicitly . (Exception generate library class)

**throws keyword:** is use to propagate the exception in the calling environment(function).

throws keyword mainly used with the checked exception.

**finally keyword:** also use to make the block known as the finally block.

The code written in finally block always be execute either exception is generate or not, if generate then handled or not.

finally block is most secure block in our program.

**ArithmeticException:** This exception always be raised in the program when any value divided from the zero (0).

class ExcTest

{

public static void main(String s)

{

int x, y,z;

x= Integer.parseInt(s[0]);

y= Integer.parseInt(s[1]);

z= x/y;

System.out.println(“Result= ”+z);

System.out.println(“Thank You”);

}

}

**OUTPUT:**

Command line- Java Exctest 4 2

Result= 2

Thank You

**Handling the exception with try & catch block:**

class ExcTest

{

public static void main(String s)

{

int x, y,z;

x= Integer.parseInt(s[0]);

**1.** y= Integer.parseInt(s[1]);

JVM

try **2.**

{ **3.**

Javac ExcTest.java 4 0

z= x/y;

System.out.println(“Result= ”+z); **4.**

**5.** }

catch(ArithmeticException d)

{

System.out.println(“Second value can’t be zero”);

}

System.out.println(“Thank You”);

}

}

1. Starting
2. Statement moved for execution
3. Value of y is zero, so exception object create
4. Reference of exception object returned into program.
5. Exception is catch.

**Rule:**

* Catch block always be placed just blow the try block.
* With one try block at least one catch block or finally block must be placed.
* With one try block multiple catch blocks can be associated.
* Just above the finally block there also must be the catch block or try block.

**Concepts:**

* Generation of the exception just to create the exception object.
* Handling of the exception just to catch the reference id of exception object in reference variable.

**ArrayIndexOfBoundsException:** This exception always be generated by the JVM when in the application the value tried to be accessed from outside the bounds of the array.

class ExcTest

{

public static void main(String s)

{

int x, y,z;

try

{

x= Integer.parseInt(s[0]);

y= Integer.parseInt(s[1]);

z= x/y;

System.out.println(“Result= ”+z);

}

catch(ArrayIndexOfBoundsException d)

{

System.out.println(“Can’t access the value from outside the bounds of array“);

}

catch(ArithmeticException d)

{

System.out.println(“Second value can’t be zero“);

}

catch(NumberFormatException d)

{

System.out.println(“Invalid Format of value“);

}

System.out.println(“Thank You”);

}

}

**NOTE:** when generate exception

NumberFormatException: Javac ExcTest.java 4 a

ArithmeticException: Javac ExcTest.java 4 0

ArrayIndexOfBoundsException: Javac ExcTest.java 4

**Concept:**

* In one try block different types of exception can be generated but at one time only one exception generated.
* As any exception arise in the try block immediately gets beaked and further remaining try block will not be executed.
* We should write at least the statement in the try block from which the exception is generated and other dependent statement should also be written in the try block.

**toString() :** toString() method is available in the overriding format that return the details the exception such as- name of exception , line number exception etc.

catch(ArrayIndexOfBoundsException d)

{

System.out.println(d.toString());

System.out.println(“Can’t access the value from outside the bounds of array“);

}

catch(ArithmeticException d)

{

System.out.println(d.toString());

System.out.println(“Second value can’t be zero“);

}

catch(NumberFormatException d)

{

System.out.println(d.toString());

System.out.println(“Invalid Format of value“);

}

**getMessage() :** This method is original defined in the throwable class and it is overridden in all the exception classes.

catch(ArrayIndexOfBoundsException d)

{

System.out.println(d.toString());

System.out.println(d.getMessage());

System.out.println(“Can’t access the value from outside the bounds of array“);

}

catch(ArithmeticException d)

{

System.out.println(d.toString());

System.out.println(d.getMessage());

System.out.println(“Second value can’t be zero“);

}

catch(NumberFormatException d)

{

System.out.println(d.toString());

System.out.println(d.getMessage());

System.out.println(“Invalid Format of value“);

}

**printStackTrace():** Originally this method is define in the throwable class. It prints the details of exception including their originated point and point from there exception propagate in the program.

catch(ArrayIndexOfBoundsException d)

{

System.out.println(d.toString());

System.out.println(d.getMessage());

d.printStackTrace();

System.out.println(“Can’t access the value from outside the bounds of array“);

}

catch(ArithmeticException d)

{

System.out.println(d.toString());

System.out.println(d.getMessage());

d.printStackTrace();

System.out.println(“Second value can’t be zero“);

}

catch(NumberFormatException d)

{

System.out.println(d.toString());

System.out.println(d.getMessage());

d.printStackTrace();

System.out.println(“Invalid Format of value“);

}

Internally printStackTrace() method always invoked toString() method.

**Polymorphic catch:** By using the catch block of parent exception we can handle the child exception also.

catch block of parent exception can never be place above the catch block of child exception.

**Explicitly generation of the exception (use of the throw keyword):**

By using the throw keyword we can any generate any exception explicitly.

**Syntax:**

throw new <Exception\_class\_name>();

**Example:**

class ExcTest

{

public static void main(String s)

{

int x, y,z;

try

{

x= Integer.parseInt(s[0]);

y= Integer.parseInt(s[1]);

if(y==0)

throw new ArithmeticException();

z= x/y;

System.out.println(“Result= ”+z);

}

catch(Exception d)

{

d.printStackTrace();

}

System.out.println(“Thank You”);

}

}

**In the concept of Exception Handling:** It is never recommended to generate the exception explicitly and to handle that exception in the same function.

**Exception Propagations:** It is the way in which the any unhandled exception propagated and calling environment for their handling and further propagate.

Unhandled unchecked exception automatically propagated in the calling environment but the unhandled checked exception by using the throws keywords.

jVM **1.** main() m1() m2()

{ **2.** {} **3.** {

try{ m2() **4.** throw new or implicitException

m1(); **5.** {} }

} **6.**

catch(\_\_)

{ }

**7.**

}

**Example of exception propagation:**

class ExpPropTest

{

public static void main(String s[])

try

{

int x= Integer.parseInt(s[0]);

int x= Integer.parseInt(s[1]);

int z= calc(x,y);

System.out.println(“Result= ”+z);

}

catch(ArithmeticException d)

{

d.printStackTrace();

}

System.out.println(“Thank You”);

}

static int calc(int a, int b)

{

int c;

if(b<=0)

{

throw new AirtmeticException(“Second value can’t be <-=0”);

}

c= a/b;

return(c);

}

}

**finally block:** It contains the code that will always be executed either exception is generated or not, if generated then handle or not.

* Without try finally block will never be executed or return.
* Execution of finally block doesn’t mean handling of exception.
* If catch block executed for handling the exception then finally block also will be executed.

**Syntax 1:**

try

{

------------

------------

}

catch(\_\_\_)

{

------------

------------

}

finally

{

------------

------------

}

**Syntax 2:**

try

{

------------

------------

}

finally

{

------------

------------

}

**Example:**

class FinallyTest

{

public static void main(String s[])

{

int x, y,z;

try

{

x= Integer.parseInt(s[0]);

y= Integer.parseInt(s[1]);

z= x/y;

Sytem.out.println(“Result: ”+z);

}

catch(ArithmeticException e)

{

e.printStackTrace();

}

finally

{

System.out.println(“This is the finally block”);

}

System.out.println(“Thank You”);

}

}

**return:** It is control propagate to JVM

* After the generation of exception and before the handling of the exception no other programming statement can be executed except the finally block.
* In case of return statement finally block also will be executed.

**Changes in try block**

try

{

x= Integer.parseInt(s[0]);

y= Integer.parseInt(s[1]);

z=x/y;

System.out.println(“Result: ”+z);

if(z<5)

return;

}

* In case of System.exit(0); the finally block will not be excuted.

if(z<5)

System.exit(0);

Sytem.exit(0); use to forcefully terminate the program.

In case finally block will not be executed.

* Execution of finally block will only ensured when the control is reached on the associated try block.

try

{

x= Integer.parseInt(s[0]);

y= Integer.parseInt(s[1]);

z=x/y;

System.out.println(“Result: ”+z);

}

* Nested try- catch within one try block another try catch sequence can be prepared as well as within one catch block or finally block also the another try catch sequence can be prepared.

class NestedTryTest

{

public static void main(String s[])

{

int x, y, z;

x=y=z=0;

try

{

try

{

x= Integer.parseInt(s[0]);

System.out.println(“x prepared”);

}

catch(NumberFormatException a)

{

x=10;

}

try

{

y= Integer.parseInt(s[1]);

System.out.println(“y prepared”);

}

catch(NumberFormatException a)

{

y=2;

}

z= x/y;

}

catch(ArrayIndexOfBoundsException a)

{

System.out.printl(“Insufficient supplied values”);

}

catch(ArithmeticException a)

{

z=1;

}

System.out.println(“Result: ”+z);

}

}

**NOTE:** If any exception is not handle in the inner try catch then it can be handled in outer catch block.

**Handling of checked Exception:**

The basic difference between checked & unchecked exception is that, if uncheck exception is not handled then it can be automatically propagated in the poly environment but in case of unhandled checked exception it will never be propagated in the calling environment implicitly rather we have to propagate it by using the throws keyword.

**Rule:** In case of checked exception either we have to handle it by using the try catch statement or we have to propagate it by using throws keyword otherwise there will be the compilation error.

**Que. How we can identify that any particular exception is checked or unchecked?**

**Ans.** The child of the java.lang.RuntimeException class will be the unchecked exception.

And the child of java.lang.exception cass(except the runtimeException) will be the checked exception.

import java.io.IOException;

class CheckedExptest

{

public static void main(String s[])

{

int x, y,z;

try

{

x= Integer.parseInt(s[0]);

y= Integer.parseInt(s[1]);

if(y<=0)

throw new IOException();

z= x/y;

System.out.println(“Result: ”+z);

}

catch(IOException e)

{

e.printSStackTrace();

}

System.out.println(“Thank You”);

}

}

**Use of the throws keyword:**

class CheckExeTest

{

public static void main(String s[]) throws IOException

{

int x,y,z;

try

{

x= Integer.parseInt(s[0]);

y= Integer.parseInt(s[1]);

if(y<=0)

throw new IOException();

z= x/y;

System.out.println(“Result: ”+z);

}

catch(IOException e)

{

e.printSStackTrace();

}

System.out.println(“Thank You”);

}

}

**Note:** If we write both try catch as well as the throws keyword then exception will be handle the try catch and throws keyword will not have any significance.

**\*Propagation of checked exception within the program:**

import java.io.IOException;

class ExpPropTest2

{

public static void main(String s[])

{

try

{

int x= Integer.parseInt(s[0]);

int y= Integer.parseInt(s[1]);

int z= calc(x, y);

System.out.println(“Result= ”+z);

}

catch (IOException e)

{

e.printStackTrace();

}

finally

{

System.out.println(“Finally in main”);

}

System.out.println(“Thank You”);

}

static int calc(int a, int b) throws IOException

{

int c;

try

{

if(b<=0)

{

throws new IOException(“Second value can’t be <=0”)

}

c= a/b;

}

finally

{

System.out.println(“Finally in calc”);

}

return c;

}

}

**NOTE:** In any calling function if we invoke any other function that has the throw clause signature then we have to call function either from the try block with proper catch block or we have to write the throws clause.

**Changes in main method:**

public static void main(String s[])

{

try

{

int x= Ingeter.parseInt(s[0]);

int y= Ingeter.parseInt(s[1]);

int z= calc(x, y);

System.out.println(“Result= ”+z);

}

finally

{

System.out.println(“Finally in main”);

}

}

**NOTE:** In the java.library there are number of function that have throws clause in their signature to propagate the child exception.

**Example:**

**1.**

Java.lang.InterruptedException

Eg: public void join( ) throws InterruptedException

(Method of java.lang.Thread class)

**2.**

Java.io.IOException

Eg: public String readLine( ) throws IOException

(Method of java.io.BufferedReader class)

**3.**

Java.sql.SQLException

Eg: public statement createstatemnet( ) throws SQLException

(Method of java.sql.Connection interface)

**4.**

Java.net.UnkonownHostException

Eg: public static InetAddress getLocalHost( ) throws UnkonownHostException

(Method of java.net.InetAddress class)

* In any method signatures multiple checked exceptions can be return separated by the comma but at one time only one exception can be propagate

static int calc(int a, int b) throws IOException, SQLException

* **Return statement in the finally block:**

If we write the return statement in finally block then the unhandled exceptions generated from the associated try block will never be propagated.

finally

{

System.out.println(“Finally in calc”);

return 1;

}

* If return statement in finally block then after finally block we can also not write any other statement because it will be the unreachable statement.
* It’s never recommend to write return statement in finally.

**Custom Exception:**

package p1.exp;

public class InvalidMarkException extends Exception

{

String msg;

public InvalidMarkException()

{

msg= “ ”;

}

public InvalidMarkException(String msg)

{

this.msg= msg;

}

public String toString()

{

return(“InvalidMarksException: ”+msg);

}

}

import p1.exp.InvalidMarksException;

class Student

{

int rollno, marks;

Student(int rollno)

{

this.rollno= rollno;

}

void exam(int marks) throws InvalidMarksException

{

if(marks<0 || marks>100)

{

throw new InvalidMarksException("Marks should be within 0 -100");

}

this.marks= marks;

}

void report()

{

System.out.println("Roll no: "+rollno);

System.out.println("Marks: "+marks);

}

}

import p1.exp.InvalidMarksException;

class School

{

public static void main(String s[])

{

Student st=new Student(101);

int x= Integer.parseInt(s[0]);

try

{

st.exam(x);

st.report();

}

catch(InvalidMarksException i)

{

i.printStackTrace();

}

}

}

**Difference between the checked & unchecked:**

|  |  |  |
| --- | --- | --- |
|  | **Unchecked Exception** | **Checked Exception** |
| **1.** | All the child of java.lang.runtimeException class | All the child of java.lang.Exception class except the runtimeException class. |
| **2.** | Automatically propagated in calling function if not handled. | Have to be propagated explicitly by using the throws keyword if not handled |
| **3.** | Not known by the compiler. | Known by the compiler. |
| **4.** | Can be generated from the JVM, library or developer code. | Always be generated from library and developer code. |
| **5.** | Working on the unchecked exception optional. | On the checked exception we have write the code either for handling for propagateion. |

Developer’s code

Both checked & unchecked exception generated

Library

JVM

Only unchecked exception generated

**Exception propagation & method overriding:**

In case of method overriding if overridden method in parent class have throws clause to propagate the any checked exception in the overriding method in the child class the same checked exception have to be propagate or any narrower(child of exception) checked exception can be propagated but any new checked exception or any brooder (parent of exception) exception can’t be propagated.

class FirstException extends Exception

{

}

class SecondException extends FirstException

{

}

class A

{

void m1() throws FirstException

{

throw new FirstException();

}

}

class A

{

void m1() throws SecondException **//valid method overriding**

{

throw new SecondException();

}

}

Always narrower(child of exception) throws in method overriding.

**array**

array is the collection of similar data type.

The purpose of array is to store the same type of elements for the same purpose.

**Example:** Storing marks of the 10(ten) students.

In java arrays always be the object.

**Syntax to create the array:**

int a[]; reference variable

a= new int[5];

array object creation

a 110

110

at runtime JVM always creates the proxy class for the array object.

**Format name of proxy classes:**

**int array –** [I

**float array –** [F

**double array –** [D

**Program:** storing the 10 (ten) random values in the array and find out the even & odd values

class ArrayTest

{

public static void main(String s[])

{

int ecount, ocount;

int a[];

a = new int[10];

System.out.println(“Reference id of array object: ”+a);

for(int i=0; i<=a.length; i++)

{

a[i]= (int) (Math.random()\*100);

}

ecount= ocont= 0;

System.out.println(“List of values as follows: ”);

for(int i=0; i<=a.length; i++)

{

System.out.println(a[i]);

if(a[i] %2==0 )

ecount++;

else

ocount++;

}

Systrm.out.println(“No. of even values: ”+econt);

Systrm.out.println(“No. of odd values: ”+ocont);

}

}

**Math.random() -** This is the static function in the math class that always return the random values between 0 – 1 (>=0 && <1).

**Singnature-**

public static void main()

**example- output**

Math.random(); // .6548

Math.random() \* 100; // 65.48

(int)(Math.random\*100); // 65

**Valid syntax to use the array-**

1. int a[];

a= new int[5];

1. int []a;

a= new int [5];

1. int []a= new int[5];
2. int a[]={3, 5, 7, 8, 9};

internal code:

int a[]= new int[5];

a[0]= 3;

a[1]= 5;

a[2]= 7;

a[3]= 8;

a[4]= 9;

1. int a[];

a= new int[]{3, 5, 7, 8, 9} **//array object created with size 5**

All the array element always have default values.

class ArrayUtil

{

static void input(int []a)

{

for(int i=0; i<a.length; i++)

{

a[i]= (int)(Math.random1) \*100);

}

}

static void output(int []a)

{

for(int i=0; i<a.length; i++)

{

System.out.println(a[i]);

}

}

static void sort(int []a)

{

for(int i=0; i<a.length; i++)

{

for(int j=i+1; j<a.length; j++)

{

if(a[i]>a[j])

{

int temp= a[i];

a[i]= a[j];

a[j]=temp;

}

}

}

}

static int search (int []a, int val)

{

**//if value not found then return -1**

}

static int search (int []a, int val)

{

**//home work**

}

static int[] delete (int []a, int val)

{

**/\***

**Create a new array with size -1**

**Copy values from old to new array except the value to be deleted**

**Return reference id of new array**

**\*/**

}

static int[] insert (int []a, int val, int index)

{

**/\***

**If index is valid, then create the new array with size +1**

**Copy values from old array to new array including the new value**

**Return reference id of new array**

**\*/**

}

static int[]

}

class ArrayTest

{

public static void main(String s[])

{

int a[]= new int[5];

ArrayUtil.input(a);

ArrayUtil.output(a);

int x= ArrayUtil.search(a, 6);

if(x== -1)

System.out.println(“6 does not exist in the array”);

else

System.out.println(“6 exist at index” +x);

a= ArrayUtil.delete(a,5);

System.out.println(“\nArray after deleteing 5”);

ArrayaUtil.output(a);

a= ArrayUtil.insert(a, 15, 7);

System.out.println(“\nArray after inserting the 15”);

ArrayaUtil.output(a);

int b[]= {7, 8, 3, 9};

int temp[]= ArrayUtil.intersect(a, b);

System.out.println(“\nArray values after intersection”);

ArrayUtil.output(temp);

int b[]= {7, 8, 3, 9};

int temp[]= ArrayUtil.union(a, b);

System.out.println(“\nArray values after union”);

ArrayUtil.output(temp);

}

}

**Two Dimensional array:**

int a[][]= new int[3][4];

no. of array no. of element in each array

110

0 0 0 0

110 220 330

440

a 220

0 0 0 0

440

330

0 0 0 0

int a[][]= new int [3][4];

for (int i=0; i<a; i++)

{

for(int j=0;j<a[i].lenght; i++)

{

a[i][j]= (int)(Math.random()\*100);

}

}

System.out.println(“Values as follows: ”);

for(int i=0; i<a.lenght; i++)

{

for(int j=0; j<a[i].length; j++)

{

System.out.println(“\t” +a[i][j]);

}

System.out.println( );

}

**Assignment 1:**

Create one dimensional array of 4 rows and 3 columns and store the random values \*8. Find out the followings:

1. sum of the element in each row.
2. Max value in each row
3. Find out the row number that have the highest some of values.
4. Find out the columns number that have the highest some of values.
5. Find out the largest values among the all values stored I the two dimensional array.
6. Find out the row number that have maxima mum number of repeat values.

**Array of object:** we can also create the array of object but actually it will be the array of reference variable that will hold the reference id of object.

Student st[]

st=new Student[5];

reference variable of Student class

st

null null null null null

110

110

Student st[];

st= new Student[5];

for(int i=0; i<st.length; i++)

{

st[i]= new Student();

}

110

0

0

0

220

0

0

st

0

110 220 330 440 550

550

0

0

0

0

440

0

0

0

330

0

0

**Assignment 2:**

Create the array for 10 student object except their names as command line argument and store the marks randomly and store the roll no. sequence 101, 102, 103,……..110 calculate the grade of students. Find out the followings:

1. Student that have the highest marks.
2. No. of Student have the ‘A’ grades.
3. Find out the Students that have the highest marks grade wise.

**NOTE:**  array encapsulate in string class.

**String Handling**

String is the collection of characters. In the real word in the string format we always represents the name of the person, address, email id etc.

Programming implementation of the string is the char[].

Collection of characters is most frequently used type of date in any program so each and every programming language provides the special provision for storing and working on the string.

In java there are the three classes java.lang package for string handling

1. String (immutable)
2. StringBuffer(mutable)
3. StringBuilder(mutable)

**Immutable:** Its means the non- editable.

**Mutable:** Its means the editable.

In case of string object we can never change the content if we try to change the content in the string object then automatically new object string will be created.

class StringTest

{

public static void main(String s[])

{

String st1= new String(“ABC”);

System.out.println(st1); **//toStringmethod is available in overriding format in string class**

String st2= st1.toLowercase(); **//new string object create and return**

System.out.println(st1==st2);

}

}

**IMP NOTE:** Whenever in the java program any string constant(“ ”) is encountered then immediately internally new string object is created in the string constant pool.

**String constant pool:** It is the logical area within the class area in which all the string object are stored that are created by the string constant.

The main feature of this area is that it never contents any duplicate object with expect of contant.

public static void main(String s[])

{

String st1= “ABC”; **//new string object created in the string pool**

String st2= “ABC”; **//reference id of existing string object return**

System.out.println(“st1==st2”);

St2= st2.toLowcase();

System.out.println(“st1==st2”);

}

**Pool**

110

String Object

st1

110

220

st2

**NOTE:**  When the new object is created as the result of changing the content in String object it always be created in the heap area.

If any constant write in “ ”then object create in pool otherwise object created in heap area

st2= st2.tolowcase(); **//new object with contents small abc will created in heap area**

**NOTE:**

String st1= new String (“ABC”);

In heap in pool

It will create the two objects one in the heap and second in the pool.

class StringTest

{

public static void main(String s[])

{

String st1= “ABC”;

String st2= “abc”;

String st3= “abc”;

st1= st1.tolowercase();

System.out.println(st1==st2);

System.out.println(st1==st3);

System.out.println(st2==st3);

}

}

**javadoc tool:** it is used to prepared the documentation from the java source code.

This tool always reads the documentation comment from the dot (.)java file.

**Step to create the documentation of java library:**

**Step1:** Extract the src.rar in JDK folder src.rar exist.

**Step2:** Open the src folder on the doc prompt

**Step3:** Run the following command

Javadoc java.lang  **//it will create the documentation of all class of java.lang package**

**Practice code:** (how many objects will be created)

class StringTest

{

public static void main(String s[])

{

String st1= new String (“ABC”);

String st2= “ABC”;

String st3= st1.concat(“abc”);

st1= st1.toLowercase();

String st4= “abc”;

}

}

**NOTE:** We can also use the String constant as String object.

**“ABC”.lenght();**

**StringBuffer:** constant pool never works in case of StringBuffer. Always then new keywords.

The default size of internal char[] will be the 16.

As the StringBuffer is mutable the growing policy of char[] is twice of current size +2.

**Constructor:**

public StringBuffer() -size of char[] is 16

public StringBuffer(int capacity) -size of char[] is argument capacity

public StringBuffer(String str) -size of char[] is 16+ size of argument str.

**Example:**

class StringBufferTest

{

public static void main(String s[])

{

StringBuffer sb1= new StringBuffer();

StringBuffer sb2= new StringBuffer(40);

StringBuffer sb3= new StringBuffer(“ABC”);

System.out.println(sb1.capacity); **//16**

System.out.println(sb2.capacity); **//40**

System.out.println(sb3.capacity); **//19**

}

}

**NOTE:** capacity() of StringBuffer return the current size the internal char[]

**Example:**

public static void main(String s[])

{

StringBuffer sb1= new StringBuffer(5);

System.out.println(sb1.capacity); //5

Sb1.append(“ABCDEFG”);

System.out.println(sb1.capacity); //12

}

**Method of StringBuffer:**

**P**

1. **public StringBuffer append(String str) :** This method will append the argument String into this StringBuffer object and returns the reference id of current StringBuffer.
2. **public StringBuffer reverse( )**
3. **public StringBuffer insert(int index, String str)**
4. **public StringBuffer delete(int startIndex, int endIndex)**

**NOTE:** All the above methods change the content in the current object and also returns the reference id of same object.

We can prepare chain of the method calling with the methods of StringBuffer as they return the reference id of same object.

StringBuffer sb= new StringBuffer(“ABC”);

sb.append(“ayz”).insert(2, “MNO”).delete(2, 4).reverse();

System.out.println(sb);

**StringBuilder:** This class is identical to the StringBuffer class but have the following changes-

1. StringBuilder class was edit in JDK file and StringBuffer is part of JDK from the starting.
2. StringBuffer is thread safe while StringBuilder is not thread safe.

**Assignment:**

1. Accept the string from end user and find out the number of words.
2. Accept the string from end user and find out the number of vowels.
3. Accept the string from end user and check whether string palindrome or not.
4. Accept the string from end user and reverse all the words in the string.
5. Accept the string from end user and check string palindrome or not with expect or not(12321)
6. Accept the string from end user and whether string contains all the alphabets at least once or not.

**AWT (Abstract Window Toolkit)**

* This is the first approach in java introduce in JDK 1.1.
* Java.awt package contains classes and interfaces for the window programming.
* In the AWT terminology the GUI always be prepare by using the components such as text field, button, label, radio button etc.

Each component on the GUI is an object.

**Sample GUI**

Frame Lables TextField Buttons
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**Java.awt.componet class:** This is the root class from all GUI components. It defines the common functionality required for all the components.

java.awt.component

etc.

Container button label TextField

Normal component

Window Panel

Frame Applet

Container like component

**Method of component class:**

1. public void setSize(int width, int height) **//(height width will be in pixels)**
2. public void setVisible(boolean b)
3. public void setBounds(int x, int y, int width, int height)
4. public void enabled(boolean b)

**Container class:** It provides the functionality of the containership.

1. public void add(component c)
2. public void remove(component c)

**Window class:** It is the child class of the container class and it have the boarder but does not have the menu bar.

**Frame class:** It is the child of window and also have the menu bar.

**Panel:** It is the hidden container it does not have their visibility rather it have to be edit on to the other contain to make it visible.

**Applet:** It is child of panel and will be displayed on to the web browser or applet viewer.

**Step to prepare frame:**

1. create the object of java.awt.frame class or it child class.
2. Set the size.
3. Makes the frame visible.

**Example:**

import java.awt.\*;

class Myframe

{

Frame fr;

MyFrame()

{

fr= new Frame(“Test Frame”); **//step1**

fr.setSize( 400, 300); **//step2**

fr.setVisible(true); **//step3**

}

public static void main(String s[])

{

new MyFrame();

}

}

**Example:**

import java.awt.\*;

class MyFrame2 extends Frame

{

MyFrame2()

{

super(“Test Frame”);

setSize(400, 300); **//step2**

setVisible(true); **//step3**

}

public static void main(String s[])

{

new MyFrame2(); **//step1**

}

}

**Adding the component into the frame:** There are two base to adds the components onto the frame.

1. With layout manager.
2. Without layout manager.

**Layout Manager:** It I the predefine way to arranged the component onto the frame and other containers. Each and every container always have default layout manager. In the java.awt package there are number of classes for the layout managers.

* FlowLayout
* BorderLayout
* GridLayout
* CardLayout

If you want to add the components our desire location(coordinates) when we have to go without layout manager.

**Step to add the component without layout manager:**

1. Create the object of container or it child such as frame.
2. Remove the predefine layout manager from the container
3. Create the object of the components.
4. Set the bounds (coordinates of the components).
5. Add the components onto the frame.
6. Set the size of frame.
7. Make the frame visible.

import java.awt.\*;

class StudentFrame

{

Frame fr;

TextField tf1, tf2;

Lable lb1, lb2;

Button b1;

StudentFrame()

{

fr.new Frame(“Student Frame”); **//step1**

fr.setLayout(null); **//step2**

tf1= new TextField();

tf2= new TextField();

lb1= new Label(“Name”);

lb2= new Label (“Marks”);

b1= new Button(“Submit”);

lb1.setBounds(30, 50, 100, 50);

tf1.setBounds(150, 50, 100, 50);

lb2.setBounds(30, 120, 100, 50);

tf1.setBounds(150, 120, 100, 50);

b1.setBounds(70, 200, 100, 50);

fr.add(lb1); fr.add(tf1);

fr.add(lb2); fr.add(tf1);

fr.add(b1);

fr.setSize(300, 300); **//step6**

fr.setVisible(true); **//step7**

}

public static void main(String s[])

{

New StudentFrame();

}

}

**O/P:**
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object of StudentFrame

**Assignment:**

![](data:image/png;base64,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)

Make button by arrary.

**Code:**

import java.awt.\*;

class CalculaterFrame

{

Frame fr;

TextField tf;

Panel p;

GridLayout g;

Button b[]= new Button[16];

String str[]= {"1","2","3","+","4","5","6","-","7","8","9","/",".","0","=","\*"};

CalculaterFrame()

{

fr= new Frame("Calculater Frame");

fr.setLayout(null);

p= new Panel();

tf= new TextField(30);

tf.setBounds(20, 50, 250, 30);

fr.setLayout(new FlowLayout());

for(int i= 0; i<16;++i)

{

b[i]= new Button(str[i]);

}

g= new GridLayout(5, 5, 15, 15);

p.setLayout(g);

fr.add(tf);

for(int i= 0; i<16;++i)

{

p.add(b[i]);

}

fr.add(p);

fr.setSize(300, 300);

fr.setVisible(true);

}

public static void main(String s[])

{

new CalculaterFrame();

}

}

**Event Handling**

An event is the change in the atate of any component such as- clicking on the button, writing in the TextField etc.

**State of any component can be changed in two ways-**

1. By the user interaction.
2. By the application itself.

java.awt.event package provides the number of event classes whose objects are created when components changing their state.

**List of event classes as follows-**

1. **ActionEvent:** An object of this event classes created by the environment when any button is clicked or any menu item is selected.
2. **ItemEvent:** This event class object is created when the radio button, check box or dropdown menu is selected.
3. **FocusEvent:** This event is generated when any component gained and lost the keyboard focus.
4. **TextEvevnt:** This event is generated when the text in the TextField is changed.
5. **MouseEvent:** Object of this event class is created when the mouse is clicked, pressed, released, moved or tracked, entered or exited in any component area.
6. **KeyEvent:** This event class object is created when the key of the keyboard is pressed, typed or released.
7. **WindowEvent:** This event object is created when any window is opened, closed, activated, deactivated, maximized and minimized.
8. **ComponentEvent:** This event object is created when any component is added of removed from the container.

**Event Delegation Model:** This is the working pattern in java for the event handling. In this model there are two participants:

1. Source
2. Listener
3. **Source:** It is the GUI component which is responsible to generated the event that means in the changes in the state of component the event will be generated.
4. **Listener:** It is the object of user defined class that contains the place of code that the programmer want to be executed at time of event generation.

Listener contains the code in the form of callback method.

**callback method:** are the method whose name provided by the environment, method developed by the programmer finally method invoked by the environment.

**Working of event delegation model:**

**user Interface** **Java app**

Listener class

{

callback Method()

{

Java code for event handling

}

}

2.1

2.2 2.3

2.4 1.1

2.0 **call back()** 1.0

**user**

2.5

**1.0** Listener object created

**1.1** Listener object is registered with the source object

**2.0** User interaction with the GUI & state of the source is changed.

**2.1** Source object is modified to generate the event.

**2.2** The event object is created.

**2.3** Reference id of source object itself stored in the event object.

2.4

**2.4** callback method is invoked and reference id of event object is passed.

**2.5** Execution of callback() method is started.

Creation of listener class always be perform under the standard developed in the AWT API.

Java.awt.event package provides the number of interfaces known as the listener interfaces corresponding to each event separately.

GUI developer have to implement the listener interface in order to prepare the listener class.

**Listener interfaces as follows:**

|  |  |  |
| --- | --- | --- |
| **Event classes** | **Listener interfaces** | **callback methods** |
| ActionEvent | ActionListener | public void actionPerformed(ActionEvent e) |
| ItemEvent | ItemListener | public void stateChanged(ItemEvent e) |
| TextEvent | TextListener | public void textChanged(TextEvent e) |
| FocusEvent | FocusListener | public void focusGained(FocusEvent e)  public void focusLost(FocusEvent e) |
| MouseEvent | MouseListener  MouseMotionListener | public void mouseClicked(MouseEvent e)  public void mousePressed(MouseEvent e)  public void mouseReleased(MouseEvent e)  public void mouseEntered(MouseEvent e)  public void mouseExited(MouseEvent e)  public void mouseDregged(MouseEvent e)  public void mouseMoved(MouseEvent e) |
| WindowEvent | WindowListener | public void windowOpened(WindowEvent e)  public void windowClosed(WindowEvent e)  public void windowClosing(WindowEvent e)  public void windowActivated(WindowEvent e)  public void windowDeactivated(WindowEvent e)  public void windowIconified(WindowEvent e)  public void windowDeiconified(WindowEvent e) |

Each & every source provides the registration method to registered the listener object with the source object.

**Format of the registration method as follows:**

public void add (name of the listener interface) (reference var of listener interface)

**Example:**

1. method in the Button class

public void addActionListener(ActionListener ref)

1. method in the TextField class

public void addTextListener(TextListener ref)

**Program1.**

import java.awt.event.\*;

class MyListener implements ActionListener

{

public void actionPerformed(ActionEvent e)

{

System.out.println(“Hello Everyone”);

}

}

**Program2.**

import java.awt.\*;

class EventTest

{

Frame fr;

TextField tf;

Button b;

EventTest()

{

fr= new Frame(“Frame Test”);

fr.setLayout(null);

tf= new TextFeld();

b= new Button(“Submit”);

tf.setBounds(50, 100, 100,50);

b.setBounds(50, 180, 100, 50);

fr.add(tf); fr.add(b);

MyListener listener= new MyListener();

**// registration of listener object with source**

b.addActionListener(listener);

fr.setSize(400, 400);

fr.setVisible(true);

}

public static void main(String s[])

{

new EventTest();

}

}

It is recommend to make the listener class of our designer class so that GUI component can be used in the callback method directly.

**Change in the program:**

import java.awt.\*;

import java.awt.event.\*;

class EventTest2 implements ActionListener

{

Frame fr;

TextField tf;

Button b1, b2;

EventTest()

{

fr= new Frame(“Frame Test”);

fr.setLayout(null);

tf= new TextFeld();

b= new Button(“Submit”);

tf.setBounds(50, 100, 100,50);

b.setBounds(50, 180, 100, 50);

fr.add(tf); fr.add(b);

MyListener listener= new MyListener();

**// Listener object will not be created separately**

b.addActionListener(this);

b.addActionListener(this);

**// registration of listener object with source object**

fr.setSize(400, 400);

fr.setVisible(true);

}

public void actionPerformed(ActionEvent e)

{

String text= e.getActionCommand(); **//to get the caption written above the component**

if(text.equals(“Submit”))

{

tf.setText(“Hello”);

}

if(text.equals(“Cancel”))

{

tf.setText(“Good Bye Everyone”);

}

}

public static void main(String s[])

{

new EventTest();

}

}

**Assignment:**

**Changes in the actionPerformed:**

public void actionPerformed(ActionEvent e)

{

if(e.getsource()==b1)

{

tf.setText(“Hello”);

}

if(e.getsource()==b2)

{

tf.setText(“Good Bye Everyone”);

}

}

**Window Listener :**

//WindowEventTest.java

Import java.awt.\*;

Import java.awt.event.\*;

Class WindowEventTest implements WindowListener

{  
 Frame fr;

TextField tf;

WindowEventTest()

{

fr=new Frame(“window event test”);

fr.setlayout(null);

tf.new TextField();

tf.setBounds(50,50,100,50);

fr.add(tf);

fr.addWindowListener(this);

fr.setSize(400,400);

fr.setVisible(true);

}

public void windowOpened(WindowEvent e)

{

System.out.println(“Window is opened”);

}

public void windowClosing( WindowEvent e)

{

System.out.println("window is closing");

fr.dispose();

}

public void windowClosed ( WindowEvent e)

{

System.out.println("window is closed");

}

public void windowActivated ( WindowEvent e)

{

System.out.println("window is Activated");

tf.setText("window is activated");

}

public void windowDeactivated( WindowEvent e)

{

System.out.println("window is deactivated");

}

public void windowIconified ( WindowEvent e)

{

System.out.println("window is minimized");

tf.setText("window is minimized");

}

public void windowDeiconified ( WindowEvent e)

{

System.out.println("window is maximized");

tf.setText("window is maximized");

}

public static void main(String s[])

{

new WindowEventTest();

}

}

**Adapter classes :**

There are no. of listener interfaces that have the multiple callback methods such as WindowListener, FocasListener, MouseListener, KeyListener , etc.

In java.awt.event package, there are the adapter classes that provides the default implementation of the method s of the listener interface.

Adapter classes are as follows:-

* Window Adapter
* KeyAdapter
* FocusAdapter
* etc.

|  |  |
| --- | --- |
| WindowLIstener  WindowAdapter  MyListener class  (Indirect implementation of Listener Interface) | WindowListerner(I)  MyLIstener class  (Direct implementation of Listener Interface) |